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SYNCPSIS

An investigation is carried out into the design of a small
local computer network for eventual implementation on the
University of Aston campus. Microprocessors are investigated
as a possible choice for use as a node controller for recasons
of cost and reliability. Since the network will be local,
high speed lines of mezabit order are proposed.

After an introduction to several well known networks, various
aspects of networks are discussed including packet switching,
functions of a node and host-ncde protocol., Chapter three
develovs the network philosophy with an introduction to
microprocessors. Various organisations of microprocessors

into multicomputer and multiprocessor sysiems are discussed,
together with methods of achieving reliabls computing. Chanter
four presents the simulation model and its implementation as a
computer progranm.

The major modelling effort is to study the vehaviour of mess-
ages queueing for access to the network and the messane delay
experienced on the network. Use is made of spectral analysis
to determine the sampling frequency while ZExponentially
Weighted Moving Averages are used for data smoothing

S .

Keywords: simulation, packet-switching, netfworx,

microprocessor, fail-scft comvuting




ACKNOWLEDGEMENTS

I would like to express my gratitude to Dr. M. Walker for his
guidance and supervision throughout the period of this research.
I am indebted to Mr. K. Bowcock for making available the facili-
ties required to carry out this research. I would like to thank
Mr. J. Hollingworth for the discussions with him and for his

useful suggestions.

Finally, but not least, thanks are due to Miss S. Gaufroid for
her very patient understanding and encouragement throughout the
period of research and for typing the thesis under very difficult

conditions.



CONTENTS

Synopsis

Acknowledgements

Chapter One: Introduction to Computer Networks
1.1 Types of Networks
1.2 Existing Networks
1e21 ARPA
1.202 Cybernet
1e2.3 DCS
ek MERIT
1.2.5 Octopus
1.2.6 TSS
1e2e7 TUCC

1e3 Modelling Methods

1.4  Objectives of Investigation

Chapter Two: Functional Aspect of Netwecrks
2o Introduction
2e2 Packet-Switching
2.2.1 Packet Format

2e¢3 Functions of a Node

2e3a1 Message handling and buffering

2.3e2 Error Control
2e3e3 Flow Control
2.3.4  Routing

2.4 Host-lode Protocol

Page

10
11
12
14
16
17
19
22

26
26
27
30
31
32
35
41
45



Chapter Three: Network Philosophy

361
3.2
3.3
b
3¢5

Introduction
Microprocessors
System Reliability
Network Design

Node Functions

Chapter Four: Network Model and Simulation Program

L.
b2
b3
b
4.5
L,6
L,7
4.8
Lk,9
4,10
4,11

L,12

Introduction

Level of Simulation

Time Mechanism

The Arrival Process
Hyper-Exponentially Distributed Message Lengths
Simulation Model

Processor Busy Time

Model Routines

Simulation Program

Generating starting conditions
Generation of Pseudo-Random Numbers

Simulation Program Printouts

Chapter Five: Effects of Parameter Changes in the Node

51
5.2
S5e3
Selt
5e5

Introduction

Data Smoothing

Selection of Sampling Frequency
Obtaining the Sampling Frequency

Standard Network

48
k9
56
61
65

72
72
74
76

80
82
83
105
105
107

111

113
113
118
122

124



5.6 Effects of the number of processors/memory modules 144

>

57 Memory module size

5.8 Conclusions

Chapter Six: High Level Network Parameters
6.1 Introduction
6.2 Buffer Lockups

663 Line utilisaticn

6.4 Conclusions

Chapter Seven: Low Level Network Parameters
7e’l Introduction
7.2 . Packet Length
7¢3 Message Delay

R Conclusions

Chaptef Eight: General Conclusions and Suggestions
for further work

References

Appendix I
Appendix II

Appendix III

153

161

162
162
165

182

205

213

221

229

232

238

242

285



LIST OF FIGURES

Centralised or star network
Distributed Network
Ring Network

Functional Units of ARPA Network

ARPA network - logical map of hosts and nodes

DCS network
Merit Computer Network
OCTOPUS network

Features of Existing Networks

Type and Distribution of Computers at Aston University

Packet Format

Packet Switching between host computers
Reassembly Lockup

Comparison of different Routing Strategies
Multicomputer System

Multiprocessor System

Master-Master Multiprocessor Organisation
Master/slave Multiprocessor Organsiation
Ring Multiprocessor System

Radial bus

Time shared/common tus system - single bus

Multiple time-shared/common bus system
Simple Network Layout

Basic Node Architecture

s
Y
[¢:

(VoI BN N Y,

23



Lo
L,2
L,3
L4
L,5
L6
Lo7
L,8
k.9
Lk,10
L1
4,12
k13
L 1L
ko15

51

S5e2

53
Selt
5e5
5.6

5.7

5.8

Node queue handling

Functional units of Simulation Model

Functional Units of the Simulation Model
Generation of Messages

Update host output burffer - node(i), host {(j)
Input packet from host (j) to node-(i)

Update node output buffers

Service node output buffer - node (i), host (j)
Node-node input buffer service - node (i), Host (j)
Update host input buffer - node (i), host (j)

Host input buffer service - node (i), host (j)
Distribution of integers in sampling vector

Part of E(t) distribution

Part of Cumulative frequency Distribution of E(t)

Distribution of integers in Cumulative
Frequency Table

Raw message queue for input into netvwork
Exponentially Weighted Moving Average of message
queue for input into network, with&® = 0.01, 0.05,
0.1, 0.2

System Autocorrelation Function

Sample Frequency Selection Using the Power Spectrum
Standard Network

Standard Network: Node Architecture

Standard Network

Effect of varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
millisecond sample interval

81
84
86
88
90
92
95
97

99
101

103
108
110

110

111

115

117
121
123
12k

126

128

129



5«9
5.10

511
5.12

5.13

Selk

5615
5.16
517
5.18

519
520

5e21

5.22
5423
5.24
525

5.26

Percentage of network processor fime used per
millisecond sample interval

Percentage of Network Memory time used
per millisccond sample interval

Distribution of message lengths sent through network
Effect of message length on message throughput time

Effect of varying message mean interarrival rate
on network traffic

Number of packets in network

Standard Network - 1 processor, 2 memory units

per node

Effect of varying message mean interarrival rate on
message queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used per
millisecond sample interval :

Percentage of network memory time used per
millisecond sample interval

Distribution of message lengths sent through network
Effect ¢f message lengths on message throughput time

Effect of varying message mean interarrival rate on
network traffic

Standard Network - 1,ﬁsecond memory/processor

Effect of varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used per
millisecond sample interval

Percentage af network memory time used pner
millisecond sample interval

Distribution of message lengths sent tkrough network

130

131
132

133

13k
135

137

138

139

140
141

142

143

146

147

148

149

150



5427
5628

529

530

5631

532

533

5.3k
5435

6e1
6e2

6e3

6.4

6e7

6.8
6.9

6,10

Effect of message length on message .throughput time

Effect of varying message mean interarrival rate on
network traific

Standard Network =~ 128 word memory module

Effect of varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used per
millisecond sample interval

Percentage of network memory time used per
millisecond sample interval

Distribution of message lengths sent through network
Effect of message length on message throughput time

Effect of varying message mean interarrival rate
on network traffic

Simple buffer lockup
Double buffering

Circular shift register capable of storing message
and control packet

Standard Network -~ 3 hosts/node

Effect of varying message mean interarrival rate
on messzge queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used
per millisecond sample interval

Percentage of network memory time used
per millisecond sample interval

Distribution of message lengths sent through network
Effect of message length on message throughput time

Effect of varying message mean interarrival rate on
network traffic

151

152

154

155

157
158
159

160
162

163

164

166

167

168

169
170

171

172



6.11

6.12
6.13
61kt
6.15

6.16
6.17
6.18

619
6.20
6421
6.22

623
624

6.25

6.26

6.27

Number of paths transversed during a typical
host/host transaction

Standard Network -~ 2 nodes

Effect of varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used per
millisecond sample interval

Percentage of network memory time used pér
millisecond sample interval

Distribution of message lengths sent through network
Effect of message length on message throughput time

Effect of varying message mean interarrival rate
on network traffic

Standard Network - 1 megabit lines

Effect of varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used per
millisecond sample interval

Percentage of network memory time used per
millisecond sample interval

Distribution of message lengths sent through network
Effect of message length on message throughput time

Effect of varying message mean interarrival rate
on network traffic

Standard Network - 100k bit lines

Effect of varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
miilisecond sample interval

174

175

176

177

178
179

180

181

183

184

185

186
187
188

189

190

191



6.28

6+29

6.30
6.31
6632

71

7.2

7e3

Tl

745
7.6

77

748

7.9

710

711

712

7413

Percentage of network processor time used per
millisecond sample interval

Percentage of network memory time used per
millisecond sample interval

Distribution of message length sent through network
Effect of message lengtnh on message throughput time

Effect of varying message mean interarrival rate
on network traffic

Standard Natwork - 256 word packet

Effect ¢f varying message mean interarrival rate
on message queue for input into network

Number of packets processed by network per
millisecond sample interval

Percentage of network processor time used per
millisecond sample interval

Percentage of network memory time used per
millisecond sample interval '

Distribution of message length sent through network
Effect of message length on message throughput time

Effect of varying message mean interarrival rate
or network traffic

Standard Network - mean short message = 2 packets
- mean lcng message = 20 packets

Effect of varying message mean interarrival rate
on message queue for input into netwerk

Number of packets processed by network per
millisecond interval

Percentage of network processor time used per
millisecond sample interval

Percentage of network memory time used per
millisecond sample interval

Distribution of message lengths sent through network

Effect of message length on message throughput time

192

193
194

195

196

198

199

200

201
202

203

204

206

207

208

209
210

211



7.1k

7.15

716

7417

7.18

719
720

9.21

7.22
723
7.2k
7.25

7.26
727
7¢28

Effect of varying message mean interarrival rate
on network traffic ) 212

Standard Network - short/long message in ratio 9:1

Effect of varying message mean interarrival rate
on message queue for input into network 214

Number of packets processed by network per
millisecond sample interval 215

Percentage of network processor time used per
millisecond sample interval 216

Percentage of network memory time used pér
millisecond sample interval 217

Distribution of message lengths sent through network 218
Effect of message length on message throughput time 219

Effect of varying message mean interarrival rate
on network traffic 220

Standard Network - Mean number of generating hosts = 2

Effect of varying message mean interarrival rate
on message queue for input into retwork 222

Number of packets processed by network per
millisecond sample interval 223

Percentage of network processor time used per
millisecond sample interval 224

Percentage of network memory time used per
millisecond sample interval 225

Distribution of message lengths sent through network 226
Effect of message length on message .throughput time 227

Effect of varying message mean interarrival rate

on network traffic 228
Unique sets of digits in sequence 238
Chaincode produced by four stage shift register 238

Generation of pseudo-random numbers using
A oant

anAd Arhasncndas 23
engen chaxnegles s

O



CHAPTER ONE

INTRODUCTION TG CCMPUTER NETWORKS

Computer networks are the product cf the seventies and will
undoubtedly take over from the time-sharing industry of the
previous decade. Their effect on society and the economy will

‘be more profound than any other network developed to date.

A computer network can be defined as "an interconnection of
dependent or independent computer systems which communicate
with each other in order to share certain resources such as

programs and/or data; load sharing; and reliability reasons,”

Functioning computer networks have been in existence for several
years since the early sixties. They include CYBERNET, MERIT and
OCTOPUS but perhaps the most sdphisticated and ambitious computer

network in existence is the ARPA networke.

A network can be divided into two parts: one part consisting of
the computers which provide the computational services of the
network - the "EOSTS!"; and the other part counsisting of those
computers which service the communication needs of the network -

the ""NODES.™

Computer networks are set up as a message service to enable any

computer on the nectwork to submit a message destined for another



computer in such a way that the message will be delivered

quickly and correctly. As the two computers are communicating
there will be messages going back and forth similar to the types
of messages between a user console and a computer on a time-shared
systems It is in effect an ultra high speed postal system with

little storage or buffering capability.

A typical usage of a network might be the preparation of a program
on one computer, transmitting it to another computer for process-
ing and finally transmitting the results back to the first computer

for output on a line printer.

Within a network two types of message-switching may occur: circuit-
switching and packet=switching. Circuit-sﬁitching is the classic
approach where a complete path is established between the two
parties for as long as they wish to communicate and is ccmparable

to the telephcne system.

Packet-switching is a method of working similar to the store-and-
forward technique used for telegraph message-switching in which
the communication called a message is broken up into smaller units
called '"packets." Packet-switching is particularly suitable for
data transfers involving intermittent short bursis of data with
relatively long pauses between bursts. Packet=-switching will be

discussed in greater detail in Chapter 2,

1.1 Types of Networks

" Centralised Networks are often called 'star' networks because the



varous computers are interconnected through & central unit as

shown in Figure 1.1.

NODE HOST

HOST

Figure 1.1 Centralised or star network

Figure 1.1 shows a centralised network as a set of point-to-
peint connections. An alternative structure is a multipoint
or multidrop line where several terminals or computers may use

one dedicated line,

This type of network requires that.the capabilities of the
central controlling unit far surpass those of the peripheral
units or it requires that the central computer does little more
than switch the various messages between the other computers
connected to it. As may be seen, the major disadvantage of a
centralised network is the vulnerability of the network to the
failure of the central computer i.e. should the central computer

incur a fault the entire network ceases to function,

A distributed (or decentralised) network overcomes the disadvantage

of the centralised network by having no central computer. The



responsibility for communication is shared among all the nodes in

the system as shown in Figure 1.2. -

HOST

NODE

Figure 1.2 Distributed Network

A message may have to pass through several nodes before reaching

its final destination. The network is made more reliable by

ensuring that each node is connected to at least two others. In

the event of a connecting link failing communication may always
continue along an alternative path. Even if a ncde fails, unaffected
nodes can continue to function as long as the link remains operable.
ARPA is a distributed network but is not fully connected as the

cost would be prohibitive, whereas MERIT is an example of a fully

" connetted distributed network.

In a ring network, a ring or loop-type network 1s formed by a set
of nodes. Any terminal or host computer wishing access is connected

to one of the nodes as shown in Figure 1.3.



NODE . HOSTS

direction

of traffic

Figure 1.3 Ring Network

The nodes bridge their input and output lines with a shift register.
The channel capacity of the ring is multiplexed into a series of

time slots e.ge. a 20 kilobits/second channel is divided into 20 slots
each of 1000 bits. The time slots all flow in the same directiocn
from node to node. All incoming messages are then put into a free
slot as it comes around. A ring-switched network may consist of
several rings. Neighbouring rings would be interconnected by a
switching processor. Although ring networks are easy to design

and cheap to build they have low reliability. Hayes and Sherman

1] discuss ring networks in greater depthe.

1.2 Existing Networks

1.2.1 ARPA

The Advanced Research Project Agency (ARPA) funded network is
probably the most sophisticated network in existence [2-15].
Its primary goal is to make available the resources of the network

to all users. Other design aims of ARPA are:



1) A communications cost of less than 30 cents per 1000 packets
(% 1 megabits).

2) Average packet delays under 0.2 seconds through the network,

3) Capacity for expansion to 64 IMP's wi&hout major hardware or
softwvare redesigne.

4)  Average total throughput capability of 10-15 kilobits/second
for all hosts at an IMP.

5) Peak throughput capability of 85 kilobits/second per pair of
IMP's in an otherwise unloaded network.

6) Transparent communications with maximum message size of
epproximately 8000 bits and error rates of one bit in 1012 or
lesse.

7) Total network traffic 700-800 kilobits/second for a 20 IMP

. netwerk,.

" ARPA is a distributed network of heterogensous computers and

operating systems. Local computers (HOSTS) are linked to the

network via Interface Message Processors which are generally called

IMP's, IMP's are modified Honeywell DDP-516's with 12 k memory -

6 X memory is required by software support, the remaining memory

is used for message and queue storage. ELach node can store appro-

ximately 77 packets. Terminals can use. the network directly via

Perminal Interface Processors (TIP's) {7,11]. Figure 1.4 shows

the general layout of a2 section of ARPA. The network provides

store-and-forward communications. Internodel communications are
provided via 50 kilecbit full duplex leased lines., Reliability

)
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through efficient error-checking of each

packet and the provision of two separate links from each node to
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protect against total link failure.

Each Host computer has a Network Control Program (NCP) whose
function is to establish links, terminate links and control the

flow of traffic.

When an IMP receives a message from a Host it breaks it up into
"packets." Packets have a maximum size of 1008 bits, and each
message consists of up to a maximum size of 8095 bits. Packets
are then independently routed to the destination IMP where
space has been reserved for reassembly before transmission to

the receiving hoste.

As each packet is passed from IMP to IMP to reach its destination,
the sending IMP retains a copy until an error check is carried
out at the receiving IMP and a positive acknowledgement is seni
back. On receipt of a packet an IMP must determine whether a

packet has reached its destination or whether it needs to be

transmitted further by checking the destination address.

Each IMP has the facilities for detecting communication failures,
transmitting idling packets during the absence of normal traffic,

and gathering performance statisticse.

ARPA currently has over 4O nodes and over 80 hoSts spfead acroés
America to Hawaii (via satellite link) and a few locations in
Europe as shown in Figure 1¢5. The hosts range from PDP=11's to

the ILLIAC 4 which are incompatible both in software and hardwaree.
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10

1e2e2 Cybernet

CDC's CYBERNET [2,16], although not as sophisticated as ARPA
needs to be mentioned since it was one of the first commercial
networks offering its facilities to the public. It was built
to connect CDC's existing computer centres to provide the
following advantages:

1) Better reliability, users have access to an alternative
computer in the.event of a breakdowne.

2) Greater throughput by allowing local work to be transferred
to a less busy site. It also allows better load balancing
with machines in different time-zones.

3) Better manpower utilization; allowing users to access one
anothers programs and data bases. .

L) Enhanced computer utilization through users choosing the

best resources rather than local ones for the task in hand.

Cybernet is a distributed store-and~forward netwerk composed of
heterogeneous computers, mainly CDC 6600's and CDC 3300 linked

by wideband lines across the U.S.A. The CDC 6600's, which consti-
tute the primary computing element, are referred to as ‘'centroids';
while the CDC 3300's serve as front end loaders arnd qoncentrators

to the 6600's and are referred to as '"nodes." Interactive and
remote job submissions are supported by terminals and satellite
computers. Cybernet communications employ switched,leased and

satellite communicationse.

However, Cybernet cannot reconfigure itself and relies essentially
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on hand-established terminal to computer, and computer to
computer connections. Although alternative paths do exist,

line failure in general necessitates human intervention.

126 DCS

The Distributed Computer System (DCS) shown in Figure 1.6 is

an experimental comﬁuter network being developed and constructed
at the University of California at Irvine (2,17,18]. Its aims are:
low cost, reliability, expansion capability and modest software
development. However, the primary aim is to investigate the
nature of distributed architecture ir general. It is iﬁtended

primarily to service mini to midi computers.

PROCESSOR

PROCESSOR
gossEo0ud

PDP-10 AN

Figure 1.6 DCS network

The communications architecture is based on the Bell System TI

technology (Pulse Coded Modulation onrn wideband of order 1.5-6.2



megabits) and fixed-length messages. The coaxical cable will
initially give 2 megabits per second digital transmission but
could be increased to the 6 megabit limit. Host computers are
connected to the network via '"ring interfaces'" not computer
nodes. DCS supports three classes of ring interfaces:

1) Computer support which could be a front end machine.

2) Terminal supporte

3) Network of ring support.

Messages are sent to a process name and not to a real processor
address. The process is identified by a general classification
such as language file etc. Within each class are subclasses

such as Basic, Fortran, PL/1 etc.

1.2.4 MERIT

The Michigan Education Research Information Triad (MERIT) is a
tripartite effort between the three largest universities in
Michigan: Michigan State University, University of Michigan,
and Wayne State University [2,19,21,221. Its objective is

similar to ARPA: namely resource-sharing.

Merit is a distributed nétwork consisting of three nodes having
three heterogeneous hosts which are connected to the network
via Communications Computers (CC). The CC is a modified DEC
PDP-11/20 with 16k 16 bit words of memory. The CC acts as a
store-and-forward system enabling an alternative path to be

chosen should a line fail. The Communications Computer Cperating

12



System (CCOS) requires 8k of memory, the remaining memory

being used for message storing. Figure 1.7 shows the MERIT

network layout.

MSU
CDC 6500

H
K/J‘F_ SCOPE

13

WSU
IBM 360/67
MTS

?

MTS -~ MICHIGAN TERMINAL
SYSTEM

IBM 360/67
MTS

L
]

Figure 1.7 Merit Computer Network

Inter CC communications is pivvided initizlly by a group of
2000bps voice-grade lines for reasons of economy, low load

and by the fact that they exist. As with ARPA after travers-
ing each path the message is error-checked and an acknowledge-

ment is sent for an error-free receipt.

The host/cc interface is capable of independently transmitting

a variable-length data record to (from) the CC memory from (to)



the host computer, performing any memory alignment cperation
required by the different word configurations of the two
processors. The host software in addition is simplified by
the interface providing a multi-address facility permitting
the host to treat the CC as several peripheral devices. Thus
each user/task requesting use of the communications resource

is allocated a dedicated pseudo-device.

1e245 Octopus

Octopus is a heterogeneous network developed at the Berkeley
Laboratory of the University of California which became opera-
tional in 1964 [2,25]. The primary computer power is provided
by two CDC 6600's, two CDC 7600's and a CDC STAR. All these
"workers'" operate as time~shared facilities. The network
supports a centralised data base and a large variety of I/0
devices which give the user a single access point to all

computers.

The workers are interconnected via 12‘megabit hard-wired lines
and the communication system utilizes a store-and-forward
protocol. The topology of OCTOPUS is shown in Figure 1.8

The system is best viewed as two independent, superimposed
networks:

1) File Transport Subnet which comsists of a centralised

network of the worker computers connected to the Transport

memory syctem (disc, data cell, and photo store).

14
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2) Teletype subnet which is a distributed network consist-
ing of the worker computers, 3 PDP8's (each of which can

service up to 128 T/T's and the Transport Control Computer.

A graphic display capability with distributed monitors is
provided by the Television Monitor Display System (TMDS) «
A third subnet exists to support remote I/0 via a duplexed

PDP=-11.

1e266 TSE

The Time Sharing System (TSS) network is a distributed network

of homogeneous computers developed in 1967 between IBM and soune
of its 360/67 customers [2,23]. The 360/67's use the IBM T85/360
operating system. Some of the 360/67's operate as nodes for a
local network consisting of 360's which appear as devices to the

network not hosts.

The nodes are interconnected by 2000bps voice=-grade lines and
40,800 bps leased lines. The voice-grade lines are interfaced

to the IBM 360/67 by IBM 2701's and 2703's.

The communication software operates as an ordinary user progran
resident in the host computers which has to provide all prograus
such as store-and-forward, error-checking etc. This approaci
has the advantage of minimising extensive changes to the TSS,/360
operating System. However, the penalty paid is that the

communication software has to contend for resources on the

16



17

same basis as any other program. This results in the commun-

ications equipment not being used to maximum advantage.

Users access the network via CAM (Computer'Access Method)

which is a specially developed set of procedure calls. A CAM
request will check on whether a connection exists to the desti-
nation computer; if not, one is established. llessages, which
may be up to 1k bytes long, are error-checked and acknowledged

on receipt or a retransmission request is made.

It is primarily a reseafch network to investigate the advantages
and disadvantages of general purpose networks. Load-sharing,
remote service and dynamic file access are some of the features
provided. Using homogeneous computers eases implementation
‘problems since problems of different command languages, data

structures, operating systems and machines are avoided.

1.2.7 TUCC

The Triangle Universities Computation Centre (TUCC) has been
operative since 19€6. t is another joint venture between
three major North Carolina Universities: Duke University,
Noth Carolina State University and the University of North
Carolina although many schools and colleges also enjoy the
benefits of TUCC [2,2#]. It ie a simple central network sup-

porting homogeneous IBH %260/40's and 360/75. The 360's are

5
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control is carried out by an IBM 360/75 which was replaced

by an IBM 370/165 in 1972 to cope with the work load.

The three primary goals that the network haé to satisfy were:

1) To provide economically adequate computing facilities to
each institution.

2) To minimise system programming personnel.

3) . To encourage greater cooperation between the three universi-

ties in the exchange of systems, programs and ideas.

The TUCC computer connects with the local sites via single
leased wide band lines of 40,800 bps half duplex operationa:
The network has resulted in substantially greater computer

facilities through economies of scale.

The networks that have been discussed show a wide range of
architecture and approach that have employed in petwork

design. There are many other networks including ACCNET {;S},
DATRAN [26], ﬁPL [27} and the British Post Cffice's Experimen=-
tal Packet-Switching Service [ZSJ . Figure 1.9 shows a summary

of existing nctwork features.

Computer Networks may be justified for any reason or combina-

tion of reasons as given below:

18
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1) Load balancing

2) Avoidance of data duplication

3) Avoidance of software duplication
4) Flexibility

5) Simplification of file backup

6) Ability to combine facilities

7) Conversion simplification

8) Enhancement of file security

9) Decreased system costs

©) Improved computer efficiency.

1.3 lodelling Methods

There are two main techniques that may be used to analyse and
evaluate the effects of proposed changes on network performance.
However, all methods including simulation have their limitation.
The first method involves using Stochastic queuing theory [43,44]
requiring the derivation of a series of equations describing

the network being examined. The systém being studied consists
of a continuous flow of information or items which are counted
in aggregate rather than as individuzl items. Even for simple
netwvorks the resultant models tend to become exiremely complex
and rather stringent simplifying assumptions must be made in
order to find solutions. A number of queueing models have

been devised to analyse the characteristics of networks[29,5é].

The alternative to queueing theory which is also widely
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Figure 1.9 Features of Existing Networks
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used, is to simulate the network [30,31 ,32] « Simulation
allows modelling of steady state and time-dependent syétems
with relative ease and permits analysing %ransient conditions.
Since no explicit equations need to be derived, a simulation
may handle a large number of variables thereby enabtling complex
models tp be handled more easily. In fact, where the number of
variables is large, simulation may be the only course available.
In order to develop a simulation model it is necessary to know

the distribution of the various processes.

Simulation alsc permits discrete change models to be modelled
'easily which have been used widely to study communication
networks. Discrete change models conceptualise the changes in
the state of the system as. discrete rather than continuous.
Such network models have the following characteristics

a) the system is defined by modules which operate cn distinct
parts of the model.

b) packets flow through the network from one module to another,
at each stage a specific function is performed before being
passed onto the next.

¢) Each module has a limited capacity to process the packetis,
and therefore the packets may have to wait in a ”éueue” before

reaching a particular module.

The main objective in discrete models is to examine the chara-
cteristics of the network and to determine the cavacity of the

system i.e. how many packets will pass through the network in
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a given time. The main computational task consists of keep-
ing track of where individual packets are at any given time,
moving them between routines, timing the moves anrnd process-

ing times at the modules.

Simulatior techniques are limited only by the capacity of the
computer but generally at a higher computational cost than
gueueing theory. TFurthermore the results of a simulation tend
to be in a form that is easier to interpret than those of
queueing theory. To be of value, however, a simulation model

must be accurate.

Bearing in mind that the network will be conceptualicsed as a
discrete change model where transient conditions need to be
studied, it was decided to carry out the investigation using

a software simulation approach.

1.4 Objectives of Investigation

Figure 1.10 shows the location of cormputers at the University

of Aston and the types available. The computers are drawn from
a variety of manufacturers and are mainly incompatible both in
hardware and software. Since many of these computers are under-
utilized and do not have the same facilities as cther computers
on site, it would be advantageous tec join these computers on

a network to enable other users to use the system during slack
periods and allow all users to access the unique features of

individual machinese.
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There are a number of fundamental questions to be answered

in the process of designing computer networks. Major problems

are the layout and sizing of connections between nodes i.e. where
should a line go and what should its capacity be? What should
the packet length be? What traffic load can the network sustain?
These problems are difficult to answer because there are many
possible combinations to choose from. A simulation model has
therefore been developed to help in the investigation of the

problem.

Packet switching communicatibn systems have two fundamental

goals in processing data - low delay and high throughput. The
major modelling effort is concentrated on the study of the beha-
viour of messages queueing for access to the network. This seems

a reasonable approach since in a packet switching network, messages
experience delays as they are transmitted through the network and
thus the queue lengths andr§peed with which messages are through-

put are a reasonable performance measurement.

The areas of interest include the relative capabilities of the
network, identification of specific limitations of the network
and may be divided into three main areas:
1) liode paramecters:

a) efiect of number of processor/memcry modules

h) effect of memory/processor speed

¢) nemory mocdule size
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2) High level Network parameters:

a)

b)

c)

Number of nodes in network

Number of hosts

effect of line speeds

3) Low level Network parameters:

a)

b)

c)

d)

effects of increasing mean packet length

effects of changing ratio between different message
lengths
effect of increasing mean number of generating hosts

effect of increasing packet length.
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CHAPTER TWO

FUNCTIONAL ASPECT OF NETWORKS

261 Introduction

This chapter is concerned with developing some of the ideas
introduced in the previous chapter. The purpose of this is
to indicate some of the problems that will be encountered

in this investigation. After discussing packet-switching and
packet format, the functions of a node are presented with
particular emphasis on message-handling and ouffering, error
control, flow control and routing. Finally Host-Node proto-

col is discussed.

2.2 Packet-Switching

Rather than prbvide channéls on a user-pair basis, it would
be much more efficient to provide a single high-speed charnel
to a large number of users which share it in some fashion.
This brings into effect the 'large numbers law' which states
that with very high probability, the demand at any instant
will be approximately equal to the sum cf the average demand
of that population.” 1In this way the channel capacity required
to support the user traffic may be considerably iess than in
the unshared case of dedicated channels. The important
observation that can be made is that the full-time alloca-
tion of a fraction of the channel to each user is highiy

inefficient compared to the part-time use of the full capacity



of the channel (this is precisely the same idea as the notion

of time-sharing).

2.2.1 Packet Format [33,34)

Each packet is a group of control and data bits which is
independently transmitted to find its way to the destina=
tion, The control bits contain addressing and processing
information and have a fixed format while the data bits may
have any format providing the total data bits can be carried

as multiples of 8/16 bit bytes.

As shown in Figure 2.1 a typical packet would contain the
following control information:
4} Source Address
2) bestination Address
3) Type of packet
(a) Message
(b) Acknowledgement
(¢) Svnecial inter-nodal ccntrol messages giving status
information concerning buffers, lines, and node status
(d) "Send next packet!
L)  Packet Sequence No
only for data packets.
5) No of packets in a message
In each packet after the data, a sequence of check bits are

added to enable the receiving node to check whether the

packet has been transmitted error-free.

27
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Packets therefore serve as the basic unit of information
interchange between nodes. Their smaller cize places a
reduced demand on intermediate nodal storage and increases

the likelihood of error-free transmission.

Consider as an example a data terminal in London wishing to
use the services of a computer centre in Manchester. Using
the switched DATEL services, a link would be established

via the telephone network. That link would then be held

for the duration of the complete transmission, even if there
were periods daring the call when no data was being trans-
mittéd. All conflict and allocation of resources must te
resolved before the link can be established thereby permitting

the traffic to flow with no conflict.

The alternative to this is packet-switching where the packet
would be sent to the local packet-switching exchange (NODE).
On arrival at the exchange it would be transmitted to the
destination node by the most readily available route. During
the transmission from source to destination there is no ded-
ication of resources - conflicts being resolved as they are
encountered. Internodal communication-lines are engaged

only during packet transmission. During idle time the lines
are available to other users. Should the most direct line be
congested en route, the packet would be rerouted automatically

through an alternative node. This ensures that:



1)

2)

3)
4)

5).

6)
7)

Users are occupying long distant lines for the minimum
of time. |

High probability of rapid packet transfer.

Multiaddress or "broadcast' messages ére facilitated.
Speed changing catered for - allows terminals of differ-
ent speed capabilities to communicate i.e. source trans-
mission rate = reception rate of destination.

No dedication of resources.

Increases likelihood of error-free transmission.

More effective use of data channei.

An optimum packet length exists which depends on the applicz-

tion and the environment. If the packet is too long, errors

will be so frequent that few data can be transferred; if the

packet is too short, there is an unnecessary overhead, and

too many control packets will be generated during the trans-

action.

2.3 Functions of a node

A node has four basic functions to perform:

1)

2)

3)
4)

Message handling and buffering.

Error control is required in four situations:

(a) Out of sequence delivery of messages at the destination
(b) Delivery of duplicate messages at the destination

(c) Message delivery with errors

(&) |Message unotl delivered.
Flow control.

Routing.

30



2¢3.1 Message handling and buffering [4,10]

The most important function of a node is to handle traffic

from the local hosts that it services and traffic from neigh-

bouring nodes.

Communications between hosts is via sequences of messages,
each of which is broken up into sub-messages called packets
by the local node. Each message in ARPA can have a length
of up to 8000 b:its which is broken up into packets of 1000
bits length. Each of these packets is then independently
transmitted by the network to the destination node which
reacsembles the packets into a single unit prior to handing
it over to the destination host. Along the route each node
retains a copy of a packet until a positive acknowledgenment
is received indicating error-free transmission and acceptance
(eege the node is not too busy)., Should an acknowledgement
not be receivgd within a reasonable time say 0.1 seconds it
is retransmitted, possibly along another line. The examina--
tion of the packet header by the node will determine whether
a packet is at the destination node or whether it needs further

transmission.

When the destination node has received all the packets in a
message, it must put them into the correct order, strip off
the header from each packet and put a leader on the message,
identifying the source host. Once the host has received the

message it will issue a "Ready for Next Message'’, which is

31



transmitted back to the source host where it also serves
as an indication that the message was correctly received.

Figure 2.2 illustrates packet-switching between host computers.

If buffer handling is made simple then fast processing will
be achieved and the program size will be kept to a minimum.
The number of buffers should be such that all incoming traffic

can be stored to enable the lines to be used to full capacity.

Fixed buffer sizes simplify the design and speed up the handl=
ing operation. Variable packet lengths lead to inefficient

utilization of network resources (buffers etce.)e.

The high level network avoids an extensive message-buffering
problem by prevernting any host sending a message to any other

host that is in no condition to receive messages.

If a host is to be effective on the network, it must be will-
ing to receive and acknowledge messages with extremely little
delay. Then the major burden of message buffering is on the

host computers themselves.

2e3.2 ILrror Control

The node has full responsibility for providing error contrcl.
Four situations can arise which the noda must handle,

Al)owing messages to be multipacket and sent along independent
routes will lead to the packets arriving at the destination

node out of sequence. At the destiration node the packets
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Figure 2.2 Packet Switching between host computers




must be reassembled into the correct sequence before being
handed over to the destination host. Assigning packet
sequence numbers would enable this to be carried out. The
situation where a host pair could have se?eral messages Gn
the system could arise but is best avoided as this further
complicates the network.ie.e. with each host pair allowed

one message, sequencing would occur naturally.

Should an acknowledgement be missed somewhere along the

route it is possible that a duplicate packet would be retran-
smitted. The provision of sequence numbers for each packet
in the message would enable the message to be correctly

reassembled at the destination.

Noise is the primary cause of errors on communication channels.
Error handling is simply achieved by error detection (e.g. cyclic
redundancy code carried out on each packet) and retramnsmitting
the packet if necessary when an acknowledgement is not received

through an erroneous packet.

Each transmitted message will now be accurately celivered to
the intended destination through reliable network design.
Should a message fail to get through, simple end-~to-end
retransmission would protect against the occurence of this

situation.
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2¢3e¢3 Flow Control

It is clear that any network has a limit to the amouﬁt of
traffic that it can support. Should traffic rise over a
certain level, it must be rejected or the network will grind
to a halt. When a network reaches a situation where it

must reject traffic then it is said to be "congested" or
"logically deadlocked' where traffic movement has stopped.

To prevent these situations occuring good flow control
techniques are required. The provision of mass storage in
the nodes could greatly increase the mean time to congestion.
However, more storage alone cannot in general prevent congest-
ion. The network must provide a certain amount of buffering
between the source and destination host, preferably equal to
the band-width of the chanrnel times the round trip time over
the channel. Flow control is necessary to prevent messages
from entering the network for which there is no buffering

available.

As with road traffic, congestion may be expected to start at
one point in the network and spread as the queues fill and
links betweennodes are blocked. The workload a network can
take will be increased through good routing. Eventually,

a limit will be reached where several lines or nodes block

simultaneously.

"end~to-end". Local control is applied in a subnet on

35
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information passed between nodes. Neighbours inform each
other of traffic delays experienced, or may request reductions

or return to normal traffic over certain links.

A user who is contributing to the overload may be some distance
away from the point where congestion is occurring and local

control methods may have to spread some way before action is

taken.

Bud-to=-end control makes use of the notional links that exist
between subscribers. Under heavy loadirg data rates of certain

links may be reduced and new links may be refused.

Two types of deadlocks may occur known as '"reassembly lockup"
and "gtore~and-forward]ockup" which occur with multi-packet
messages. Reassembly lockup is the situation where the remain-
ing packets of a partially reassembled message are prevented
from reaching the destination node by other packets in the
network that are waiting for reassembly space at that destie
nation to become free. Thus the first message cannot te
completed and the reassembly space freed, In the second

case of store-and-forward lockup, packets interfere with each
other by tying up buffers in such a way that none of the
packets are able to reach the destination although the destina-

tion has room to accept arriving packets.

Figure 2.3 shows the problem schematically. Node 1 is sending
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a multipacket message to node 3. Node 3 has devoted its
buffers to partially reassembled messages A and B. Since
all the buffers are tied up to messages A and B, the node
can only free space vhen the remaining packets have been
received from node 1. This is reassembly lockup. Packets
A1 and B2 cannot get through since node 2 is in a store~and=-
forward lockup contairing packets of which none are destined

for node 3. Node 3 will therefore never complete its message-

reassembly.

ARPA solves this problem by not permitting any multipacket

" message onto the network until the destination IMP has

reserved reassembly storage. On receipt of the first packet
from a host a control message is sent to the destination node
requesting reassembly storage. VWhen an acknowledgement has
been received the IMP takes the remaining packets of the multi-
packet message from the host. This strategy will ensure that

message D in node 2 could be reassembled.

An incomplete message at node 3 could be discarded at tnis point,
since eventually a copy of the message would be retransmitted

from the source host. The source host could be informed of this

move,

Another solution would be to use overflow buffers thus ensur-
ing that one packet at least would reach the destination, The

packet to be sent could be selected randomlye. The receiving node
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would acknowledge the packet if it was useful. If no acknow-

ledgement is received another packet would be tried.

One node could take charge in this situation and try to
sort things out. However, this solution would further increase
the traffic and the controller itself would be vulnerable

to failure.

The problem could be further eased by only allowing one message
between host pairs at any time. The acceptance of the message
by the destination host would be followed by a '"Ready for next
message." This solution would prevent the overloading of 2
node of host. OFf course, it is assumed that some users

would be transmitting messages rather thén many users trans-

mitting single packets coincidentallye.

Davies [35) suggested that congestion could be prevented

by placing a limit on the total number of packets in the net-
work. Since data-carrying packets must be created and destroyed,
the balance is kept by using empty packets. Thus the arrival

of a normal data-carrying packet at its destination would

result in its replacement in the network by an "empty' packete
Similarly; when data is ready to enter the network, an enpty
packet must be found to be replaced by a new data-carrying

packet.

This constant group of packets can, by analogy, be compared

to a gas composed of molecules in perpctual motion. Packets
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will arrive and leave each node in the network at a roughly
constant rate, regardless of the data traffic. All packets

will eventually visit each node due to the randomness of the

motione.

In order to keep the empty packets moving around the network
some rule is needed. The rule should have a random element.
Therefore, in its simplest form, a destination node could be
chosen at random, When the empty packet arrives at the
specified destination address it will be used by any data
awaiting transmission. Should no data be waiting, a new
destination address would be chosen and the packet would

try elsewhere. When a data-carrying packet arrives at its
destination, it would clearly be sensible to give data
waiting et that node priority to use the empty packet rather
than sending it randomly back into the network. Further
efficiency could be gained by retaining a small store of

empty packets at each nodee.

Should any traffic be offered beyond its capacity, the net-
work would reject it until empties were crealed to resume

normal operation.

Although the Isarithmic Network is quite attractive it does
suffer from three serious problems:
1) Even though a rule exists for moving empty packets

around the network, local congestion could still occur
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due to the random element of distribution i.e. packets
could collect at one node.

2) Some of the empty packets are required for control
information thus reducing the effective number cf
usable packets.

3) It is as vulnerable as a central processor in a star
network. If a node failure occurred the network could

steadily gain or lose packets.

2.3.4 Routing [4,10,361

Good routing strategies will ensure that message delay in

the network is minimised. Message delay is the time taken

to send a message from source to destination., A good routing
strategy will also be adaptive to changing traffic levels

and changing network topology in the event of a failure.

Fach node applies some routing technique to decide the next
1ink that the packet must travel over. In a distributed
network the node will have to make a decision based on inform=-
ation it currently holds about the state of its neighbours,
together with local information regarding the state of buffers

and lines.

Perhaps the simplest strategy is fixed routing where packets
from host i to host j always take the same route. The poor
adaptability of fixed routing may be overcome by increasing

the route reliability.
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Random routing, which takes no account of the destination

tends to give long average delays although they are very

adaptive.

A simple strategy would be for each node handling a packet
to send it along the current estimate of the shortest rcute
to the deétination. It is not enough to base z strategy
solely on the local information such as internal queue
lengths. However, it is a simple matter for each node to
inform its neighbours of its state and from this all nodes

can compute the current shortest path.

Since routing information itself suffers from a time delay,
raw data such as current queue lengths are not enough to
accu;ately characterize traffic flow. Some sort cf averag-
ing procedure must be employed in order to effectively select
the shortest route and help to predict in advance whers a

possible traffic build-up could take place.

One scheme used on ARPA is to send packets along that line
with the mininmum estimated time delay to the destination.

The time delay information is updated every 0.5 seconds using
information freom the nodes' neighbours regarding minimum time
delays together with internal estimates of the delay to each
neighbour. Should the traffic flow increase heavily this
strategy may become inefiicient due to the fact that informa-

tion of gueuve lengths may change faster than the information
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can be distributed.

ARPA used a more intricate scheme to overcome the inefficiency
of the last algorithm during heavy traffic. The packets are
now routed down the path with the fewest nodes and which have
excess capacity. If that path becomes full then the one with

the next fewest nodes and excess capacity is chosen.

EPSS [ 36] used an Alternative-Routing strategy. A table is
accessed which gives the next path that must be taken. Should
this path be congested the second choice is tried and so on
until all choices are exhausted. Should there be no path,
failure routines are invoked. To determine routing the node
is restricted to the following informatioﬁ:

a) Packet destination derived from packet header.

b) The node from which the packet has just been received.
c) The current queue length for each route.

d) Which of the routes are the faster intercomputer routesg.
e) The packet source derived from the vacket header,

(b), (c) and (d) are used to determine whether the current

choice is satisfactorye.

This type of strategy is deterministic in that action is taken

on traffic information only when route quoues exceed a preset

threchold.

Figure 2.4t shows the relative merits of each of the strategies.
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Two of the strategies have not been discusced. Queue-length
routing transmits packets on the route with the shortest queue,

regardless of packet destination. This gives very long delays

compared with fixed routinge.

Queue-Length-Plus~Bias is a compromise between the short average
delay of fixed routing and the adaptability of the last strategy.
The route selection is based on the evaluation of a function of
queue lengths and bias for each available route. The bias

terms are preset constants whose values import a gross traffice

flow pattern. An example of such a function,f, is

f[(vias term for route) - k(queue length for route)],

where k is a constant. The route selected is the one whose
function value has the largest numerical value. Under low
traffic conditions, the system reverts to a fixed route strategy,
but as traffic builds up, so the system adapts to equalise the

imbalance of route usage.
Eventually, as traffic levels increass, the re-routing of
packets can no longer prevent congestion, and the network

must reject traffic offered to it.

2.4 Host-Node Protocol

A number of questions need to be asked regarding the relation=-

suip of the host to it5 nodc. What tasks shall be performed

by each? What constraints will one place on the other? VWhat
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dependence shall the node have on its host?

The following tasks must be carried outs

1) Breaking up a long transaction into message blocks so
that the length of the message is within the networks cons-
traints (8000 bits on ARPA).

2) Formatting and code-converting the message blocks into
a standard format acceptable to the network.

3) Attaching a header to each message block giving address
and control information.

L) Attaching a trailer with error-checking information to
each message block.

5) Storing the unacknowledged messages and/or message blocks
for possible retransmission.

6) Reassenmbling receivéd message blocks into messages.

7) Breaking the message blocks into packets.

8) Preceding each packet with a header.

9) Adding a frailer to each packet.
10) Storing the unacknowledged packets for possible retransmiscsione.
11) Reassembling received packets into message blocks.

12) Controlling the input rate to avoid congestion.

On ARPA tasks 1-6 are carried out by the host while the remain-
ing functiouns are the responsibility of the ncde. ARPALL]

was guided by the following principles:

1) The node should functicn as a communication system

whose primary task is the reliable transfer of bits from




47

a source to a destination, Bit transmission should be suffice-
iently reliable and error-free to remove the need for special

precautions (such as stcrage for retransmission) on the part

of the host.

2) The node operation should be completely autonomous. Since
the node must function as a store-and-forward system, it must
not be dependent on its loecal host. The node must continue to
function irrespective of the correct functioning of the host.
So ‘the node must not depend on the host for buffer storage or
program reload. Also the host must not be able to change the

logical characteristics of the node.

The general philosophy of host programming adopted by maay
networks is that network features are extensions and additions
to the operating system and not changes to develop compatible
software [ 21], This is the principle of host autonomy. The
connection between a paié of processes appears as an I/0
device in each host. This respect for individuality ensures
that the unigque resources of the host are not only preserved
for local use but also for global use on the network. The
imposition of unnecessary commonality may simplify network

structure but would probably stifle irterest,
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CHAPTER THREE

NETWORK PHILOSOPHY

3,1 Introduction

This chapter is concerned with the philosophy of the proposed
network which will be later simulated. After an introduction

to microprocessors, methods of organising microprocessors into

multicomputer and multiprocessor systems are discussede An
outline is given into ways of organising microprocessors to i

achieve better computer reliabilitye.

|

{

|

1
The architectureof the node centreson a multi-microprocessor i
system operating under amaster processor. The organisation

of the node together with the functions of the command and

slave processes are described.

The essence of a network is ite design philosophy, its perfor-
mance characteristics, and its cost of implementation and

operation. Unfortunately, there is no generally accepted

&finition of an 'bptimal" network or even of a "good" network,

although work has been done in this areal37,38). A network

designed to transmit large quantities of data during the

night might call for characteristics in structure and perfor-

mance far different from one servicing large numbere of users

who are exchanging messages only during business hours.
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The main functions of the node in a disfributed store-and-
forward packet~switching network are to establish a connec-
tion between hosts wishing to communicate, accept messages
or packets from hosts or other nodes, and to route these
successfully to other hosts or nodes. Since a general pur-

pose machine may not be cost effective in such a situation

a multi-microprocesser system is being investigated for use

as a network node.

The advantages of using suéh a system include the low rela=
tive cost of components, improved reliability achieved as |
a result of multi-processing and faster operational speed

due to para11e1 processing. Greater flexibility in constru-
ction is also gained by individually tailoring node-hardware

whilst little program change is required. This in turn

eases the problems of network expansion and upgrading of nodes.
The instruction set of a general purpose machine will not
allow the packet handling routines to be programmed as effic-
jently as they could be directly in microcode. The non=-
volatile nature of the storage used to store microcode will

ease system recovery after breakdown.

3.2 Microprocessors

Since 1971 when they first appeared on the market, microproces-

sors have evolved into fundamental system-building blocks.

3 W f3a13 Af Taow
vances madce in the field cf lar

semiconductor process technology have also resulted in signi-




ficantly improved circuit packing densities. RAM's contain-
ing 4k bits on a single chip are readil& available and 16k bits
chips are becoming available, The emergence of single-chip
peripheral interfaces will enable system designers to construct
complete computer systems with a handful of components at costs

which would have been considered impossible a decade agoe.

The replacement of hard wired systems by microprocessors will
bring the inherent advantages of store-program control which

include improved flexibility,reliability, ease of maintenance,
and lower cost. Multi-microprocessors, which provide distri-
buted processing, are a natural evolution of microprocessor-

based architecture. A distributed workload will improve

system throughput, increase reliability and add a further dimen-

sion of flexibility.

Microprocessors may be organised into multicomputer and multi-
processor systems. Figure 3.1 shows a multicomputer system
where it can be seen that several input streams are being
operated on and no integrated operating system exists. Each
processor 1is performing a dedicated task. . Interprocessor
communication is primarily at the data level. Ir more sophis-
ticated systems the data may take the form of commands to
initiate specific actions or responses from the other process-

ors. FEach processor can be regarded as having two I/0 ports:

one being associated wit

j.e.interprocessor communications. Multicomputer systems are

nh external activitys; the other internal
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commonly used in larger systems where tasks are mostly
independent: main CPU performs number crunching while I/C

processors rapidly respond to I/0 requests.
1/0

proc A |

1/0 <;—} proc D < < == proc B [€—=>1/0

N

proc C %

i

. I/0
Figure 3.1 Multicomputer System

Figure 3.2 shows a multiprocessor system where several process-

ors share tusks from a single input stream or work load. A

single integrated operating system allocates hardware resources
as and when required. Multiprocessors would be used in situa-
tions where high reliability is required. This would be achie-

ved through a fully redundant system or through system recon-

figuration when a fault occurs in one of the processorse Other

features of a multiprocessor system would be shared main menory;

I/0 channels and controllers would be accessible by each proces-

sor as required. In addition each processor may have its own

ccess to certain resources.

RAM and may have privileged a




1/0 1/0 1/0 1/0 »2

&I

MASTER
PROCESSOR
ALLOCATING TASKS

AP A AP B fup C

Figure 3.2 Multiprocessor System
b

There are many possible multiprocessor architectures from a
master/slave to a ring structure. Figure 3.3 shows a master/
master configuration where every processor is of equal status.

'"his organisation is generally restricted to large computer

networks such as ARPA and does not readily lend itself to

microprocessor application,

proc A
)

proc D = proc B !

Figure 3.3 Master-Master Multiprocessor Organisation

However, the more common master/slave organisation shown in

Figure 3.4 lends jtself very well to microprocessor applica-

tions. All interprocessor communication goes through the

master processOre This organisation enables resource conflicts
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to be resolved by only allowing a particular processor certain

resources at any tine.

master :

proc §

\

slave slave slave ;
roc proc proc f

Figure 3.4 Master/slave Multiprocessor Organisation

Finally, there is a ring structure available as shown in
Figure 3.5. This has many disadvantages ranging from a fault-
sensitive information bus tc the problem of congestion on the

bus if it is also used by the processors for their own processing.

Information bus

proc proc

Figure 3.5 Ring Multiprocessor System

The master/slave system describted is an hierarchy in which slave

processors communicate with one master. Polled or interrupt

driven systems tend to use radial buses shown in Figure 3.6., g
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Master k\

Slave Slave Slave i
Figure 3.6 Radial bus ;
I/0 Memory Memory

Channel Module Module

I/0 Proc Proc
Channel

Figure 3.7 Time shared/common bus system = single bus

I/0 M M M

e/

1/0 P )3

Figure 3.8 Multiple time-shared/common bus system
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otherwise a common bus is used. The common bus may either be

a unibus shown in Figure 3.7 or a multiple bus as shown in

Figure 3.8. Such systems emphasise high information transfer.

The weakness of the radial bus lies in all processor and resources

being connected to the master, which becomes the weak point of

the system.

The time-shared or common bus system is one of the simpler and
cheaper organisations to implement. Unlike the radial system
there are no continuous connections between functional unitse
Time-sharing or multiplexing techniques are used to enable

data to flow between different units. Since there is only

one path for all transferss delays will be greater than in the
multibus system. Again a single bus also weakens the reliabi=
1lity of the system. However, this organisation is flexible

and easy to add to or remove modules. The modules are connected
to the bus in parallel. The bus may be a bit, byte or word

jn width but the latter simplifies the control functions

required.

With multibus architecture,which 1is essentially a crossbar
system, each unit of information must be accompanied by the
address of the unit for which it 1is destined. This organi-

sation is much faster since more transfers can take place per

time unite.

Distributed processing raises the question of memory designe

It is usually advantageous that each processor has some loceal
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memory but it is debatable how much éhared memory should
exist in highly reliable systems. As the number of proces-
sing modules increases so too must the contention problems.
Thus if a shared memory is to be used,access to it by indivi-

dual processors must be restricted to a minimum. This would

make local RAM'S necessarye.

Shared memory is primarily required for interprocessor commu-
nication i.e. to act as a message centre where each processor

can leave messages for other processors and can pick up messages

left for it.

3,3 System Reliability [39,40,41,42]

There are two general methods of reliable computing: parallel
processing systems and load sharing systems. The former are
fault tolerant using redundancy and maintain the active
structure of the system. The latter empisy non-redundant
fajil-soft methods which '"gracefully degrade" the performance

of the system.

Avi;ienis L40) defined an operational fault as:
Ny deviation of one or more logic variables in the computer

hardware from their design-specified values.”

Hardware faults may be of one of three types:
(1) '"solid'" component failure.
(2) ‘“intermittent! component malfunction.

(3) externally caused interference with the operation of




the computer.

One of the mentioned faults will cause the program to be
incorrectly executed or it may result in the program waiting

for say a memory transfer that cannot take place.

Faults may be classified into three categories:

(1) Duration: transient (intermittent) or permanent.

(2) Extent: local (independent) or distributed (related
j.e. the whole system will go down. The fault may be clock
failure, power supply, data bus etc)e.

(3) Value: determinate ("stuck'") or indeterminate (variable).

There are two types of fault-tolerant systems available: static
or dynamic recovery. Static techniques rely on redundancy to
enaﬁle single faults to be masked out by logic associated with
the same function (this method is also called masking redun-
dancy and massive redundancy). The redundancy may be provi=-
ded in three forms:

(1) additional hardware (hardware redundancy)

(2) additional programs (software redundancy)

(3) repetition of operations (time redpndancy).

An example of additional hardware redundancy is called triple
modular redundancy whereby each module is triplicated and a

vote taken at the output of the module. Hopkins and Smith

describe such a systen 2l.
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Static redundancy systems are simple to design, permit
instantaneous fault isolation, and are.simple to operate
i.e. the operating system does not need to know about the
fault masking. Against these advantages, stétic systems are
very expensive, do not report internal failures and are very

limited in the degree to which overall system reliability is

increased.

The second technique of fault tolerant computing is dynamic
redundancy (also called selective redundancy or stand-by
sparing), where standby unit or even systems are provided to

replace faulty unitse.

Failures must be detected with this technique and explicit
actioﬁ is required to remove the faulty unit from the system
and replace it with a working unit. This replacement is auto-
matic in more sophisticated systems. Reliable computing will

thus continue in spite of the fact that faults may existe.

The advantages of dynamic redundancy over static redundancy

are that they are less expensive and more effective in increas-
ing systen reliability. Against these advantages are the facts
that dynamic systems are more difficult to design and that they

are slower since time is required to detect and replace the

faulty unite.

With the fail safe approach it is assumed that performance
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degradation would be acceptable. A highly modular structure
is used with a multiplicity of all critical units so that the
loss of one or more of these units can be tolerated. Large

cost savings may be achieved with this tecﬁnique given that

some degradation is acceptable.

Borgerson [41) stated that the folléwing characteristics
were necessary for graceful degradation:

(1) & modular architecture with a multiplicity of each
functional unit,

(2) The ability to rapidly detect failures and to identify
the faulty unit.

(3) The ability to isolate the faulty unit.

(4) The ability of a system to reconfigure itself so that it !

can run without the faulty unit.

The fail soft approach was predominantly used in the 1950's and
1960's in both hardware and software. In recent years however
the fault tolerant approach is being more widely used in hard-
ware design. The change has come about with the decreasing
costs of hardware and the sophistication of current technologye.

Combinations of these techniques are also used. [42),

If no redundancy is to be used then a multi-microprocessor
system would be needed to provide the desired characteristics.

The essential advantage of this system would be load-sharing

i.e. 811 the processors would be participating in the total
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work load. On the detection of a fault; the faulty prccessor
would be removed from service and the work load would be redis-
tributed among the remaining processors. Memory, if present,
must also be distributed amongst several units. System expan-
sion is also easier and cheaper should the work load increasee.
Fail soft systems can be expanded using just one processor
whereas the static redundancy system using triple voting

would require the additicn of three processors.




3,4 Network Design

Figure 3.9 show schematically the basic layout of the
envisaged network. Since the network will be local to the
ASTON University campus the number of nodes required will
be small and hence it would be justifiable and economical
to interconnect all the nodes. The fully connected network
ensures reliability since an alternative line always exists
in the event of a link failure and reduces the amount of
buffering required. For simplicity, it is assumed that
transmission lirnes are unidirectional so that any two nodes
must be connected by at least one pair of lines, and that
they are capable of transmitting at rates up to 10 megabits
per second. It can be seen from Figure 3.9 that no terminél
is directly connected to a node. It is assumed that a micro-
processbr host will be designed to interconnect the terminal
to the network. The microprocessor host would provide basic

editing facilities to enable more economic use of the network.

Figure 3.10 shows the basic node architecture. Fach node will
comprise of at least 2 processors (for "fail-soft' capability),
a number of memory modules each capable of storing one packet
of information, line buffers of one packet capacity for node/
node and node/host communication, and a limited amount of
memory for control purposes which is commonly available to all

the processors but distinct from the packet storage memory.

A multibus, essentially a cross-bar bus system, is used to

connect buffers, packet memory and processors. The multibus
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is organised in such a way that each processor can have a
source and a destination for its data independently of any
other processor. 1In such a way proceséors are able to trans-
fer data from an input buffer to memory or from memory to an
output buffer. The data path defining source and destination

would be set up by the command processor which would make the

appropriate settings in the multibus control registerse.

Although all processors will be controlled by identical micro-
code, at any given time one processor will be in command and
respcnsible for assigning packet handling tasks to the slave
processors, maintaining status and control information, and con=-
trolling use of the multibus by exclusive access to the multibus
control registers. To ensure that packet wait time and slave
processor idle time are minimised the command processor (CP)
will ge primarily concerned with the control process. However
the command processor should also be able to perform packet

handling routines.

The processor in command is determined by the contents of a
status register which is initially set at startup with the
identification of the first logical processor. The status
register controls access to the multibus control registers

and routes interrupts from slave processors to the command

Processore

Interprocessor communication is limited to a command/slave
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dialogue, which is initiated by an interrupt from the slave
processor. Upon completion of a rou£ine the slave will inter-
rupt the command processor which then has to allocate appro-
priate tasks. The provision of a set of ﬁnique‘locations in
the control memory for each processor will enable the command
processor to specify the entry poipt of the new routing to

the slave processor. No other information needs to be passed
to the slave since the memory module and buffers to be used
are determined by the multibus control registers and the slave

requires no knowledge of these.

To indicate completion of a routing the slave inserts a unique
bit pattern in its control memory location and interrupts the
command processor, which determinesthe source of the interrupt
by ;xamining the control memory. The slave would periodically
check its control memory location.for the start address of a

new task. If the command processor makes no attempt to service
the slave and change the deposited bit pattern the slave assumes
that a malfunction has occurred possibly of the cornmand proc-

essor and will attempt to carry out a diagnostic check.

The slave attempts to gain . control of the command process by
resetting the status register. Since more than one processor

may be in contention for access to the status register, the

V]ogically nearest' processor is given control.

3,5 Node functions

In order to satisfy the basic design aim of simplicity and
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low cost the node functions must be kept to the bare minimum,
This is further necessitated by the limited amount of ROM that
will be available due to cost.

The node's operational soft-

ware will have to be micro-coded into approximately 256-512

words.

It was decided to restrict the number of packets in the network
by permitting each host to have one packet oﬁ the network at any
time. Kleinrock [12] observed that the vast majority of messages
on ARPA were single-packet messages and questioned the wisdon

of providing the sophisticated mechanisms for handling multi-

packet messagese.

The hosts are given the responsibility for breaking up messages
into packets, formatting the packets, sequencing and reconstruct- ;
ing messages = although the last two functions are automatic-

ally taken care of by only permitting one packet per host on.

the system at any time. This approach avoids reassembly lockup,

avoids reserving memory for message reconstruction and simplifies

routing. Routing simplification arises by virtue of the fact

that the network is fully connected. However, should a node,

line or buffer develop a fault and a direct link is not

available, a simple random routing algorithm would suffice to

transmit the packet to its destination via an alternative

route, This approach removes & lot of traffic from thé network

that would have to be generated in the case of providing a

sophisticated routing algorithm needing frequent queue/status

information from other nodes.
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The node operation can be split into several distinct processes

which provide the basic unit of work for the slave processors.

The four processes are:

1) Scanning the input buffers from local hosts.

2) Scanning the input buffers from neighbouring nodes.

3) Servicing the node/host output buffers.

L) Servicing the node/node output buffers.

Processes (1) and (2) are basically similar as are processes (3)
and (4). Carrying out the first task requires checking the dest-
ination address of the packet to ensure that th; specified host
is in fact connected to the network. Once a packet has entered
the network the malfunction of the destination host will be
detected either by a control packet broadcasting the fact or by
the failure of the source £o receive a 'send next packet' after

a pre-set time.

Incoming packets.will be one of three types: information packets
needing an acknowledgement, acknowledgements which are not re-
transmitted, and control packets which require acknowledgcacnt

and some additional action on the part of the command processs -

After being error checked the incoming packet header is examined
to determine the packet type. The packet is then placed into

the memory module reserved for the input process and tagged to

indicate 'for the attention of the command process' in the case

of a control packet, 'message packet', or 'memory free'in the

case of an acknowledgement.
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The last type of packet requires the output buffer holding the
acknowledged packet to be released. To avoid storing the ack-
nowledgement for examination by another process, the input buffer
scan must carry out this action itself. This may be achieved
explicitly by specifying in the packet header the buffer through
which the packet was transmitted. Alternatively, at system
start—upvthe command process can derive a table of buffer pair-

ings by sending appropriate control packets, thus allowing the

input buffer scan to determiné the buffer to be freed.

Prior to a command processor assigning a task it must establish
a data path for the slave e.g. input buffer to memory, or memory
to output buffer. .The input scan could be programmed to deter-
mine that the packet being currently nandled was not destined
for its node and that it néeds to be output. Being the input
scan the data path that would be established is the input buffer
to memory. In order to carry out the task efficiently, the
packet needs to Be placed in an output buffer. This requires

a data path from the input buffer to the relevant output buffer.
This necessitates the slave interrupting the command processor
requesting the desired data path. This would greatly increase
the microcode although it would be more efficient than transf-
erring the packet to memory for another process to handle,
However, since there is no guarantee that the desired data

path will be available it seems more logical to bring the packet

into memory.

Servicing output buffers requires packets to be transferred

from memory to the appropriate output buffer and transmission to be




initiated. Since the buffer freeing scheme mentioned earlier
requires the buffer number to be included in the header, it is

necessary for the output process to generate the packet check

bitse

After transferring a packet to the output buffer, the memory
module is set free by amending appropriate control structures.
An attempt to transmit a packet over a particular line

several times without receiving an acknowledgement would result
in the packet being brought back into memory or it could be
transferred directly to another output buffer and another

‘route tried.

Acknowledgement generation may be regarded ae a separate task
for the reasons mentioned previously regarding the need for

an interrupt requesting the required data pathe.

The function of the command process is to manage the operation
of the other processes. Only the command process may allocate
resources, although other processes may release resourcCes
allocated to them. There are two methods in which the command
process may assign tasks: searching and queueing. By cearching
for tasks the control process is simplified bearing in mind
that the search would be very simple to carry out. It may seem
more efficient to provide a gqueue for tasks but problems may

n determinig the maximum number of tasks which the queue

arise i

may accommodates
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Although the primary function of the command processor is to init-
iate packet handling routines, it must also be able to carry out
checks on memory, buffers and lines. Given the restriction
imposed on one way command-slave dialogue, a corrupt processor
cannot be stopped until it interrupts the command processor. How-
ever, the corrupt processor may be isolated by use of the multiuus
registers. Should an assigned memory module or buffer cease to
function correctly, the slave would be unable to carry out its
task and may enter a loop awaiting completion of a memory or
buffer transfer. After a corrupt processor has interrupted

the command processor, diagnostic tests would be initiated on the
processor and all the hardware assigned to it. Alternatively

the slave could keep a table of the task hardware resources acc-

essed and pass the information back to the conriand Processor.

Buffers and lines are automatically checked every time a packet

is successfully transfered over -a particular link. However, a
table of last transmission needs to be kept and if necessary
dummy packets sent every second, say, as idle traffic to ensure
thai the line/buffers are in fact still working correctly. After,
say, three attempts at sending out a packet, the line/buffers are
ossumed down. Periodically, the line would be retested and

after, say, 25 successful consecutive transmissions the line/

buffers would be assumed to be clear of the fault.

Memory, if not used for a certain period, cculd be tested with

a random pattern. Failure of the test would involve the memory
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module being only temporarily discarded, since the fault could

be intermittent/transient. Further checks would be carried out

periodically and if the check is satisfied the memory module

would be reinstated.

Both initial setup and recovery are similar operations requiring
the creation of a table/list of resources available - processors,
memory, buffers and the state of neighbouring nodes and hosts on
the retwork. The latter can be achieved by polling hosts and
nodes to check their state., Polling of the nodes and hosts

will also determine buffer pairings.
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CHAPTER 4

NETWORK MODEL AND SIMULATION PROGRAM

L,1 Introduction

This chapter describes the overall structure of the network
model and its implementation as a computer program. The major
modelling effort is concentrated on the study of the behaviour

of messages queueing for access to the networke

The model accommodates an arbitrary number of nodes and hests

for a symmetric traffic pattern i.e, the traffic destinations

are equally distributed. ¥or simplicity, the message arrival
rates at all hosts are stationary and uniformly distributed.

The overall arrival rate is assumed to be Poisson with a fraction
/ﬁb of short messages and the remaining (1 -};) messages being

longer multi-packet messages.

The latter part of the chapter is concerned with the implementa-
tion of the model as a computer programe A description is given
of the 'Top Hat' method of generating exponential random numbers

which is used in the simulation. The chapter finally discusses

the output of the simulation progranme.

L.,2 Level of Simulation

A decision has to be made regarding the level of simulation

required. It is clear that the mcre compiicated the nodsl




longer it will take to execute the run. Therefore, a compromise

has to be made between the complexity of the model and the time

that the model will take to run., This involves .developing the

least complicated model to obtain the required results.

There are a wide range of simulation levels which may be adop-
ted with computer networks ranging from logic elements to nodes.
The limiting factors of the network are at the level of line
speeds, memory/processor speeds, I/0 buffers etc. Several
simplifications were carried out regarding the network philos-

ophy discussed in the previous chapter.

it was stated that‘a control processor controlled all resources
and task allocation. In order to cut down the execution time

of the model it is assumed that there is no-master processor,
only slave processors. This can be justified con the basis that
the controlling processor task will be fairly small, However, in
order to simulate the control process of assigning resources,
tasks and data paths would place a great burden on the model.

A queue of free proceseors is maintained from which the first

processor is assigned whenever a task needs servicing.

Another simplification was carried out regarding the data paths.
In the assignment of tasks the slave processor also required a
data path, say, node input buffer -» memory module. In the model
when a processor takes on & task, it has access to all resources,

assuming that all these data paths exist. It is not assumed

v
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that memory is free. In this way all input buffers are handled

by one routine and the simulation of interrupts to the control
processor is avoided. When a processor scans all input buffers

and none needs servicing then the processor remains in the free

list since no work has been done.

Acknowledgements are not handled as a separate pfocess. Suppose
as before that a message packet is transferred from an input buffer
to memory, an acknowledgement is generated and placed in the

control packet queue by the input buffer scan routine.

Line propogation time delays for ARPA,[4,10] are given as
approximately 10 /&secs per mile giving a figure of 20 msecs
for a 3000 mile channel at 50 kilobits/sec. On campus the
distances would be less than 7+ mile and line speeds would be

operating at speeds up to 10 megabits/sec. Line propogation

delays are therefore considered negligable and ignored.

4,3 Time mechanism

The method used in the computer model to move the system being
simulated through time is of great importance. There are two
general types of methods available to move the model through

time: fixed-time increment methods and variable-time increment

methods,.

Fixed time-increment methods need the computer to simulate a

"elock" which records the instant of real time that has been




reached in the system to maintain the correct time sequence

of events. The time indicated by the "clock" is referfed to

as "clock time." The clock is updated in uniform discrete

intervals of time, e.g. hours, minutes, seconds etc. The system
is then scanned or examined every unit of clock time to deter-

mine whether there are any events due to occur at that parti-

cular clock time,

With variable-time increment the event tables are scanned for
the next event and the clock time is then advanced by the
amount necessary to cause the next most imminent event to take
place. This embles events to occur whenever desired in clock
time because time is advanced by variable increments rather

than being divided into a sequence of uniform increments.

Lfter the execution of all events that occur at the current

time indicated by the clock, the next most significant event

is determined and the system moves forward again. The interven-
ing time period when no changes occur in the system are skipped

overe.

Systems where the events can be expected to occur in a regular
manner would be computationally more efficient with fixed time
jncrements. Fixed time increments are also useful in the study
of systems whose significant events are not well known e.g. large

control systems, or the initial phase of system study.

Variable time methods lend themselves more efficiently to systems
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where events occur unevenly in time. The size of the unit

in which clock time is measured does not affect the computa-

tional speed of the simulation. Furthermore, variable time

increment methods save computer running time when the simula-

tion is static for periods of clock time.

The simulation of the network is likely to be a long one and

any saving that could be made would be worthwhile; ariable

time increments were therefore chosen.

L, 4% The Arrival Process

Since message arrivals cannot be deterministically predicted

it is necessary to define the random arrivals by means of some
probability distribution. In the network the arrival process

is characterised by the way hosts generate messages. Users are
independent of one another and so message arrivals are also
independently distributed. If the interarrival times are expon-
entially distributed, it can be shown that the number of arrivals
occurring in a fixed period of time can be described by the
Poisson distribution. The Poisson distribution has been used

by many researchers including Kleinrock [.30,31,32} to describe

network message arrivals.

To obtain a Poisson distribution with mean A , advantage is
taken of the relationship between the exponential and Poisson

distributions. If three conditions are satisfied[;44] + namely:
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a) The number of arrivals in a given time period are indepen-
dent of one another,

b) The probability of an arrival in the time interval t to t + At
is approximately XAt for all values of te.

c¢) The probability that more than one event takes place in the

time interval t to t + At 0 as At -0

then it can be shown that the density function of the interarrival
times is

£(£) =ne” N

and the probability of n arrivals occurring in time t is given by

(At)le” ¢

P (t) =
n
n!
The number of arrivals cccurring in time t may be obtained by
generating expcnentially the time intervals t1,t2,t3,..... with
mean 1/A . These intervals are. summed until the sum exceeds ;X

(the Poisson Distribution mean). n, the number of arrivals is

then defined by

n n+1
St & NX = t, (= 0,1424cc00c)
iS5 i =0 1

with t _ generated from
i

ti = - log ri

r . being generated from a uniform random distribution.
i

However, since the model will be moved forward by variable time
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increments this method is not really convenient. It would be

better to know when the next event occurs. Given the mean inter-

arrival time 1/A this may be obtained from

t

= 1
next 08 Ty

1
A
There was no raw data for projected host-host traffic, therefore

the network is designed under the assumption of equal traffic

between all hosts.

4,5 Hyper-Exponentially Distributed Message Lengths

It was assumed for this investigation that the message lengths
are Hyper~exponentially distributed since it allowed better
control of the message length and took better account of shorter
packets than a straight exponential in much the same manner as
Coffman discussed for interarrival times for TSS[ 45]. The
Hyper-exponential distibution is obtained by mixing together

two distributions given by:3

£(t) = 6:/113-%”t + (1-6):/&2.ef/*1t

where
£(t) is the probability density function of the hyper-exponential

distribution. & is the proportion of short packets with a mean

of/;1 and (1-6) is the proportion of long packets with mean/iz.

The mean value of the resultant distribution is given by

f‘” Cp.e(t).dt
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Therefore, the mean of the hyper-exponential distribution is
a linear combination of the two respective means/A,l,/‘LZ in the

ratios 6 ,(1-6) respectively.
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L,6 Simulation Model

Packet switching communications systems have two fundamental
goals in processing data - low delay and high throughput. The
major modelling effort is concentrated on the study of the
behaviour of messages queueirg for access to the network. This
seems a reasonable approach since in a packet switching network,
messages experience delays as they are transmitted through the
network and thus the queue lengths and speed with which messages

are throughput are a reasonable performance measurement,

Basically, a set of fixed nodes is assumed located at dispersed
locations on campus. Certain nodes are interconnected by transe
mission lines. Together the nodes and lines constitute a parti-
cular network. Connected to each node are ﬁosts which require

the use of the network.

Each node and host is assigned a unique identification number,
lines being identified by the nodes and hosts that they link
together. This arbitrary configuraticn of an N~node network is

represented by several lists.

NET indicates the nodes each node connects tog NETB indicates
the input buffer connected at the other end of the line. NPLRij
holds the time required to transmit a message packet from nodei
to node.. Similarly NCLR heolds the time required to transmit

a control packet. HPLR and HCLR are the equivelent times required

to transmit packets between nodes and local hosts.
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Each node has a set of p processors and p+1 memory units
for packet storage. Processor speed and memory access time
are matched, ZEach memory unit is capable of holding as many

packets as specified by the initial conditioﬁs.

The principle of store-and-forward should make the host-host
link over several nodes invisible to the user. GQueues may
however build up in the network. This condition is accommodated
by two queues, NBUFF and CBUFF for message packets and control

packets respectively., Figure 4.1 shows their use.

0/P queue to 0/P queue to
local hosts neighbouring
nodeg
HOSTS NBUFF NODES

Figure 4,7 Node queue handling

Together with the packet information it is necessary to know
which memory the packets are stored in. This is achieved by
vector NMEM which has a 1-1 correspondence io NBUFF. Control

packets are kept in a queue and not in a memory unite

Once a packet has been generated the information about it is
held in array FPKI. The time a message was generated and

placed ready for eatry to the network is held in vector TFIN.
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The information required for each packet is as follows:

1) Source Address
2) Destination Address
2) Type of Packet

a) O - nessage

b) 1 - local control packet, Node~Node Acknowledgement

¢) 2 =~ 1local control packet, Node~Host Acknowledgement
ad) - 'send next packet!
e) 4 <+ 1local control packet, Host-Node Acknowledgement

L) Packet Sequence Number

5) Number of Packets in a messagee.
Thus, when packetsare moved from buffer to buffer, the only
information that needs to be moved is the packet subscript

pointing to the packet location in PKT.

From the information in TPIN it is possible to calculate

packet and message delays experienced on the network.

L,7 Processor Busy Time

The node computer used in ARPA has a 16-bit word length anda
0.96 l[gsecond memory cycle time[#] o Kleinrock [10_] ¢ in his

analytical studies of the ARPA network assumed node process-
ing time for all packets to be constant and quoted an opera-

tional figure of 0435 mseconds per packet. INcQuillan et al

f 9] guoted a figure of 550-700 cycle times per packet. It




seems reasonable to tie the processor busy time to the memory
access time since this will be the limiting factor in transfer-

ring a packet to/from memory and from/to a-buffer. Given a message
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packet length of 1024 bits and a 1‘Asec memory cycle time, this gives

a figure of 128Asecs to transfer the 128 x 8bit bytes of a packet.
This figure is doubled to take into account other housekeeping
operationé such as updating tables etc. In normal operation a
message packet is transferred from I/P buffer to memory, then

from memory to O/P buffer. This would give a figure of 512/Asecs
for a node to handle a packet, given that a processor was available
to supervise the operation when required. This brings the process-
ing time close to the figures quoted by ARPA. The effects of the
multi~processor node being investigated are hidden since the ARPA's
IMP is 16 bits therefore a packet may be retrieved from memory

twice ag fast.

4,8 Model Routines

It can be seen ffom Figure 4.2 that the routines are handled
serially and that four routines have been marked with an '*',
These four routines can only be carried out under processus
control. If no processor is available in the node's free list
then the task for that node is not carried out. These four
tasks are:

1) Servicing Host Output Buffers

2) Servicing Node Output Buffers

3) Updating buffers for transmitting packets to local hostse.

4) Updating buffers for transmitting packets to neighbouring

nodese.
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Figure 4.2 Functional units of Simulation Model




Figure k4.3 illustrates the function of each of these four

tasks together with three other tasks that are carried out
automatically e.g. once a buffer has been filled by a proces-
sor it will empty its data onto the link without further super-
vision. The three automatic tasks are:

1) Transferring packets from a node output buffer to a node
input buffer.

2) Transferring packets from a node host input buffer to the
ﬁost.

3) Updating the host output buffers to bring packets into the

networke.

The initialisation of the network is carried out by DINFUT

which reads in the network architecture parameters together with
the parameters describing the message arrival process. The
dotted path shows how the model starts itself. Messages are
generated and routine Update Host Output buffers is called to
place packets in the host outpuf buffer ready to enter the

network.

The simulation is table driven and a set of tables haeg to be scanned

to determine when the next event will occure. Each of the seven
tasks is carried out for each node in turn. Prior to a decision
being made as to whether an event has tzken place, SMALL is
subtracted from non-zero event times. Buffers, memory etc. will
be moved forward to the next event and at the appropriate time

will be freed. Consider ihe routine that services the node input
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buffers; after servicing a buffer, the routine remains in node,
i

and services the remaining input buffers before moving to the

next task.

For each message packet or 'send next packet' the task must first
determine whether sufficient buffer space exists in the node.

If there is a shortage the packet remains in the buffer until
space becomes available. Control packets always take priority
ovef message packets for output. In this way freeing of buffers
is achieved with the minimum time delay. The destination of 5
packet is always inspected to determine whether the packet is

at the destination node in which case it goes into the qucue

for output to the local host; or whether it goes into the queue
for fufther output to another node. Control packets are handled
in a gimilar manner but at the destination node action is taken

immediately on receipte.

Most of the routines are functionally described in the text to
a sufficient degree to allow fairly easy reading of the flow-
charts. Figure L.4t shows the vrocess’ of generating messages.
When MESS becomes zero a message arrival is assumed to have
taken place. At this moment in time however, more than one
host may be generating a message. This is taken into account
by sampling from aﬁ exponential distribution to give IlIN hosts
(the mean having been specified in the initialisation of the
run). The time of the next message is also exponentially
generated. All the unique host identification numbers are

placed in a vector which is then sampled using a uniform



Generate NN hosts
exponentially which
have a message to
transmit

~

Generate exponentially
time next message(s)
will arrive

Service Nodes

Set up a vector
containing all hosts
nunbers 1y..eyNH

M

L

Pick randomly
one of hosts 1=NH

i)

Record message
by incrementing
host message queue by 1

_l

.Remove host from
queue

[ NN=NN=1
NH=NH=-1

Service Nodes

Figure 4.4 Generation of Messages
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distributions A message is added to the specified host's
queue and that host removed from the generation queue. The

remaining hosts are sampled again in the same fashion until

NN messages are generated.

The hostcoutput buffer update rcutine scans all the hosts to
bring packets into the host buffers to enter the network. As
before retransmission packets are handled first, followed by
control packets then message packets. When dealing with message
packets, if there are none in the queue ready for output, the
ﬁessage queue is checked. Should there be any new messages then
packet statistics are generated after which the first packet in
the sequence is placed on the queue and the event table set for
the time required to transmit the packet. Figure 4.5 shows the

flowchart of the routine.

The host output buffer routine is concerned with transferring
packets from the hecst output buffer to node memory in the case
of message packets or processing control packets. However, this
routine may only be carried out if there is a free processor in
nodei, the current node. For an acknowledgement to a previous
node = host transfer the acknowledgement details are recorded,
the output buffer cleared, the node host input retransmission
buffer cleared of the message packet being acknowledged and the
retransmission clock reset. The processor is set busy and the
next buffer handled. A tcend next packet' has to be decoded to
determine whether it is destined for another node or a local

host On this basis it is placed either in the CBUFF queue for
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output to another node or placed in the queue for output to

a local host. The processor is set busy for a further period

and the next buffer handled. As before the output buffer is

cleared. If a message packet is received, a free memory unit

has to be found in which to store it If no memory unit is
free the buffer retains the packet until a memory unit becomes
free. Should a memory unit be free, the node decides from the
header information whether the packet is at the destination
node or not. The packet is placed in the NBUFF queue either
to be sent to another node or for transmission to a local hoste.
The memorv unit is set busy and the processor set for a further

period. The néxt buffer is serviced after an acknowvledgement

has been generated. Figure 4.6 shows this process.

Updating the node output buffers involves bringing packets into

the node output buffers>for transmission to other nodes and

requires proceésor contr&l. For each retransmission buffer
containing a message packet, the retransmission clock is checked.

If retransmission is required the ocutput buffer event table and
clock are set. Should any buffers not be in the process of tran-
smission the output queues are searched for control packets which
require a particular buffer for output. Finally, should any buffers
be empty and there be no control packets to transmit, message
packets are searched for in the node output queue (NBUFF). When

a packet is found a check is carried out on the memory module
storjing it. If the memory is free, the packet is transferred to
the buffer ; then the memory is set busy as is the processor.

Should there be no packels requiring transmission directly to
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neighbouring nodes and there be free buffers remaining then

remaining packets are transmitted. The packets are placed

in random buffers to be sent to a random destination. Figure 4.7

shows the routine' in more detail.

The node output buffer routine is concerned with *he actual
tansmission of packets from one node to another over a transmise

sion link. When the node output event element for bufferi.

becomes zero the packet has been transmitted over the line.

A copy of the packet subscript is taken from the output buffer
and placed into the input buffer of the receiving node. In
order for the input buffer to be serviced a delay of 1 llsecs

is put into the node input buffer event table. The sending

node sets its retransmission clock to 0.1 seconds and places

a copy of the packet into the retransmission buffer. Figure 4.8

shows this routine.

Servicing the node input buffers requires processor control

and the allocation of a memory unit for message packets. Node-
Node acknowledgements initiate clearing of the input buffer
together with the output buffer being acknowledged. The retran-
smission clock and buffer are reset, and the acknowledgemernt
statistics are recorded. A 'sernd next packet' is stored in
CBUFF in the queue for further retransmission or transmission

to a local host. The input buffer is cleared. Processing

memory packets requires a free memory unit to be found. If one

is not found the packet remains in the buffer until a memory unit

becomes free. The packet is put into NBUFF for either
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transmitting to another node or for output to a local host.
An acknowledgement is generated and queusd in CBUFF. The

processor and memory are set busy for the time used. Figure 4.9

shows the flowchart of the routine.

Host input buffer update is another routine which requires
processor control and is concerned with transferring packets
into the host input buffers. For each free buffer a packet is
searched for initially from the control packet queue (CBUFF) -
since control packets have a higher priority. Should there be
no control packets for this buffer, the retransmission clock is
checked. If the message packet in the retransmission buffer has
not been acknowledged for C.1 seconds then the clock is set and
transqission attempted again. After a copy of the packet is
transferred to the output buffer. If no control packet has been
allocated to the buffer &and there is no message packet awaiting
acknowledgement then NBUFF is scanned for a message packet dest-

ined for the local host. However, if a packet is found it can

only be serviced if the memory module in which it is stored is
free. Should that be the case the packet is transferred from
memory to the buffer. The memory and processor are set busy.

Figure 4.10 shows the flowchart of the routine.

The host input buffer scan routine is similar to the node cutput

buffer routine, but this time packets are moved from nodes to

their local hosts. When the host receives the packet it handles

it according to its type. For an acknowledgement to a previous
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host 2 node message packet transfer, the control packet stat-
istics are recorded and the packet deleted. The host input
buffer in the node is cleared and the next buffer serviced.

For a 'send next packet', the nodes host input buffer is

cleared and the host output buffer amd retransmission clock
corresponding to the sent packet cleared. The control packet

is recorded. The host then has to decide from the header whether
gll the packets of the message have been trahsmitted. If not
the next packet in the sequence is placed in the queue for out-

put. If the entire message has been output and there are nomdre

messages the next buffer is handled. Otherwise a new message

is generated and the first packet in the sequence placed in

the host output queue. Finally, & message packet may be received.
This requires an acknowledgement packet and a tsend next packet!
to be generated and be placed in the host output queue. The next
buffer is then handled. Figure 4,11 shows the flowchart of this

routine.
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Move host,. input
1J

event table to
next event

¥
Has last event in
this buffer been No

completed
Yes : v
Any packets in No Next host input
buffer. . buffer
1]
Yes |
?
<i?s the pkt a No Is the packet a Send next
host -~ node ack full message pkt packet'
Yes | Yes
4
Record pkt Clear host input
statistics bufferij

y I

Clear host input Is host control pkt Yes Try again
bufferi'j and output queue full when not full
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place in host control
pkt O/P queue

Y

Set up a 'send next pkt'
and put into host control
pkt O/P .queue

&-
>+ Next host I/P buffer

Figure 4.1 (i) Host input buffer service - node(i), host(3i)
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L,9 Simulation Program

The simulation program is written in Fortran. There was no

alternative to Fortran since the original simulation was

written for the departmental Prime 300 which only offered
Fortran as a compilable high level language. The progran

was transferred to an ICL 1904g when the reliability of the
Prime proved unsatisfactory. At tﬁe time of transfer the
simulation program had been tested out and time was short

to complete production runs. A simulation language was there-

fore not considered.
The complete version of the simulation program appears in
Appendix II. The rest of the chapter will be concerned with

a discussion of the simulation prograi.

4L A0 Generating starting conditions

Some comments have to be made regarding the starting condi-
tions of the simulation run. The values chosen must reflect
the typical state of the network if it were inspected at
random. If the network closed down at frequent intervals
then the starting conditions would be easy to determinee.

With a network that ran for a long time the initial conditions

would be difficult to estimate.

A technique that is commonly used is to invent starting
conditions and run the simulation for some time. The final

state of the system is then taken as the starting conditions




of the genuine run. This in turn raises the question of

how long the preliminary run should be. Generally, the

longest cycle in the network should be executed 3 or 4 times
to enable abnormal behavior of the network induced by non-

sensible starting conditions to die awaye.

The system could also be started from an empty network by
introducing a very high traffic intensity (>1) at the start
in order to allow queues to build up very rapidly at the
start. Reducing the traffic intensity and allowing a few
cycles to be executed should bring the network to a normal

state.

A decision also has to be made regarding whether successive
runs are to be independent (as described above) or that the
final calculations of one run be used as the starting condi-

tions of the next run.

In practice, the labour of making valid fresh starts on each
run weighs heavily in favour of continued runs. It is very

difficult to predict any instabilities that may arise from

continued running of the same network and comparisons between

runs with different parameters become difficult to comparee.

From several trial runs it was found that the network reached

e mr Ll o Aameadd b ae s ow Cf
Srauvlie COnGaviviio 4

this fact it was decided to start each run afresh with an

106
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empty network. Using the same chaincode generators for

each run will also help to make comparisons between different

network parameters easier to make,

4,11 Generation of Pseudo-Random Numbers

During the initial development of the simulation program
the Prime 300 was a new machine and the available software
did not include a random number generator. The congruence
method was considered because of its simplicity but the
cycle length of the generator was limited. The congruence
method is based on an equation of the form shown in equation 4.2
= m e®0eceoevooceeeo Ll’o

51 ( ry +A) (mod M) (4ho2)

where andIK are defined constants and M is determined by

the number of bits in the computer word. On the Prime the

MOD function was limited to 512 due to a software fault.

Chaincodes, which are fully described in Appendix 1, are
machine independent and permit very long sequences beiore
repetition. Chaincodes were therefore chosen although the

cost of computation was much higher.

The generation of exponentially distributed randem numbers is

btased on an exponential .cumulative density function of the

form:

E(t) = 1 - et/m
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where m is the mean of the distribution and t is time.

A vector is filled using this function with integers beginning
with '1' in such a way that the number of integers in each
group decreases exponentially as the value of the integer
increases. The distribution of integers so generated is

shown in Figure 4.12.

frequency
of integer

in vector

Integer valuc

Figure k.12 Distribution of integers in sampling vector

Exponentially distributed random numbers may now be cbtained
by sampling from the vector using a uniformly distributed fandom
generator giving variates in the range '1' to 'size of the vector's

The larger the size of the vector, the more accurately the istri-

bution will be representede. Exponentially distributed variates
are required for three purposes:

1) Message Interarrival times (real value)

2) No of generating nosts (integer value)

2) Length of a message (integer valuc)
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To obtain a reasonable level of accuracy would require a
moderately large vector of around 32k. For the above this would
cause an unjustifiable overhead in that 128k words of memory

would be required to store three vectors (2 integer vectors and

one real.)

However, use of the fact that variates generated from an
exponential distribution of mean 1 may be scaled by the desired
exponential mean and the variate will show the characteristics

of having been generated from the required exponential distribu-

t ion.

The vector was filled by eyvaluating for each t the expression

INT {.(1-e-tﬁ/m) - (1-e-tn'1/m) } ; array size.
t was chosen to be 0.0% to give a reasonable spread of integers.
Scaling t by 100 gave the integer stored in the vector. Vhen
the vector was sampled the integer obtained was first scaled
down by 100. The vector size was taken to be 32k and cut off
at 32383 since the above expression was yielding very small
values which resulted in zeros after the INT operation. Using
the 32%83 cut off point ensured that when the vector was sampled
a non-zero value was always yielded. Since 99% of the distri-
buticn is represented this seemed reasonable. For each value

of t, the expression yielded the number of vector elements to

be labelled with that value of t * 100.

A pseudo-random generator employing four chaincode generators
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was used to generate uniformly distributed numbers in the
15 '

range 1 - 2 7, values greater than 32383 resulted in a new

number being generated. Sevarate sets of chaincodes were

kept for each of three exponential distributions required

to help make comparisons between runs more easye.

On transferring the program to the ICL 19045, 32k words of
memory being devoted to random number generation proved a
heavy overhead resulting in runs being given a very low
execution priority. This was overcome by compressing the
22k vector into a cumulative frequency table of 600 elements
(1imiting the vector size to 32383 produced 600 variates

distributed between 0,01 and 6.0 with a mean of e

Figure 4.13 shows part of the distribution of E(t) and

Figure 4.14 shows part of the cumulative distribution of E(t).

t 0.01{0.02 [0.03 | 0,04 | 0.05 0,06 | 0.07{0,08 | 0.09{0.10

freqll 326 322 | 319 216 | 313 |310 | 307 | 303 | 300 297

Figure 4.13 Part of ©(t) distribution

t 0.0110.,02}! 0,03 0.04 | 0.05/0.06 | 007 0,081 0.09{0610

cun

freq |26 |648 | 967 |1283 1596 1906 | 2213|2516 | 281613113

Figure L.1% Part of Cum freg Dist of E(t)
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Figure 4.15 shows the distribution of integers in the cumula=-

tive distribution frequency table.

Cumulative ’”’Tﬂ—‘

frequency ///1”/1'

el

Integer value

Figure 4.15 Distribution of integers in Cumulative Freguency Table

When a. uniformly distributed random number is generated,

say 1600, a binary search is carried out on the 600 locations
holdi#g the cumulative frequencies. Using Figure 4,14, 1600
lies between t = 0,05 and t = 0.06 and hence the required
expconential variate is 0,05 Although a binary search requires
log2 600 comparisons as compared to the direct extraction,

it will not cause as great an overhead as running the job with
an extra %2k of memorye. Tocher [h6] describes this process

in more detail and calls it the 'Top Hat'.method.

4,12 Sirmulation Progran Printouts

Output from the simulation program takes two forms. Firstly,
there is a periodic output the frequency of which is specified
by the user, then at the completion of the run cumulative

statistics are givene. The outputs begin by giving full
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information concerning the network topology which has been

input by the user together with gdetails concerning message

arrivalse

Periodic output takes the following form:

1)
2)
3)
k)
5)
6)
?7)
8)

Absolute simulation time

No of packets in the network

No of packets handled by the network since the last printout
Total number of packets handled to current printout

Each host's queue length of messages awaiting input to network
Total number of messages awaiting input to network

% of network processor time used since last printout

% of network memory time used since last printout

During these periodic printouts any absence of memory when

required was also noted. At the completion of the simulation

run the following statistics are given:

1)
2)
3)
L)
5)

Number of each type of packet handled
Frequency of each message length handled
Average time to handle each message length

Mean message length

Total % processor time used by each processor.
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CHAPTER FIVE

EFFECTS OF PARAMETER CHANGES IN THE NODE

51 Introducticn

This chapter begins with methods of smoothing raw data,
after which the Autocorrelation method is described and
then used to determine the sampling frequency of data

obtained from the simulation,

A sitandard network is then presented to give a base against
which parameter changes may be compared. The parameter
changes in this section are concerned with the node itself
and include reducing the number of processors in the node,
using slowver processors/memory and reducing each memory module

to contain only cne packet.

5,2 Data Smoothing (473

Some method is required to enable the desired features to be
obtained from the sampled data system i.e. the removal of
wild fluctuationse One simple way to do %*his is to use sone
form of cumulative average as given in (541)

T
E xi 00-000...(5.1)

e =
T i=0

= |-

where N is the number of samples up to time T. As each new
sample is considered it is added to the running sum of all

previous samples and divided by the pumber of samples considered
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up to and including the present one,

It can be seen that as T and therefore N‘become iarge 2 < a
(the mean). In other words all peaks and troughs are smoothed

out and transient conditions are not revealed.

Moving averages enable the drawbacks of cumulative averaging
to be overcome. Only the previous n samples are taken to
estimate 3, other samples than the nth being discarded. Thus
dividing the sum of the previous n samples by n will give the
new estimate as shown in (5.2).

Pl

1
a‘l‘ = -1.1- i:O xT-i o..o..oo-(soz)

The choice of n will determine the degree of smoothing i.e. for
n=1 the raw data is repeated and as n increases so it will tend
to the estimate given by cumulative averaging. The computational
price has also increased. To the running total, the new sample

is added and the nth previous sample must be subtracted.

Cox [48) suggested a techanique which retains the flexibility

of the moving averages and the computational simplicity of the
cumulative average. A more elaborate weighting scheme is intro-~
duced which decreases the contribution of the sample with respect
to time. This type of smoothing is called Exponentially Weighted

Moving Average (EWMA) and can be implemented by an equation of

. . E-S
the form given 1n D>/
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A A
aT = OC.XT + (1"x). B-T_1 000000000(503)

Where of 1is the smoothing constant 0$X<1, The estimate may
be recursively formed from a weighted version of the present

sample and the previous estimate. Expanding equation (5.3)

gives

P>

of oXp + (1-«)[M.XT_1 + (1-49). QT-Z]

oL oXq + o (1=0), Xp_q * (1-06)2.[0c.x,1,_2 + (1-80). xT—3]

o oxg + K o(1=0) e X7 4 + oo (1-0Q° oXp_o *

K
ecoce + %0(1"0‘) . XT”K ‘t eeee (1"0()To xo

The weight given to a previous sample decreases with age as a

geometric series in general given by (5.4)

-~ T=1
aT =OC. Kz-o (1~wK. XT-K + (1-&)T. 20 boo(So“’)

It can be seen that the degree of smoothing is entirely depend=-
ent upon &, Figure 5.1 shows messages arriving with a traffic
intensity of 0.8, and queueing for entry to the networke.

Figure 5.2 shows the effects. of smoothing the raw data with

0( - 0.01’ 0005, 0.1’ 002.

With & = 0.01 troughs and peaks have disappeared as would have

happened with cumulative averaging.

o/ was chosen as O.71 since it masked fluctuations yet retained

most peaks and troughs of importancee.
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De3 Selection of Sampling Frequency

In any simulation, an important decision has to be made regard-

ing the rate at which the system will be sampled. Blackman and
Tukey E+93 developed a powerful method of analysing processes
for their frequency component distribution or power spectrum,.
The method will now be discussed but will be limited to equi-
spaced samples which form a stationary time series i.e. fluctua-

tions about a constant mean.

The correlation coefficient r represents the goodness of fit of
an equation of the form y=bx+a to the sets of variables x and Yo
The correlation coefficient can be derived from normal equations
[50) and is of the form given in (5.5).

Nin. yg - (Sxi) (Eyi)

r i=1,c-oo' N

~ zx/vau:i)Z - <§xi>2}, {NE(yi)Z - (Zyi>2}

0.0.0.000.0..0..0.0(505)

This result may be applied to a set of time series data to
calculate the autocorrelation coefificient between xs and xi+p'
where p is a constant interval of time or lag of time. Zquation

(5,5) can be modified to give the autocorrelation coefficient

for a particular lag p as given by equation (5.6).

r (N:p)ino xi+p - (Exi) (in+£
p =

/{EN«-p) 2 (xi)‘2 -2 xi)2 K.{(N-p)zx2i+p - (in+p?2}

0-00.00000000-.....(5.6)

If the data is first normalised by

(=X
x:yn
n

o.oo.aooooo-a..-coo(So?)

S
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where x is the mean, and s is the standard deviation, then r

becomes
r = :E X.e X. R
p ———l—_—&iz 1= 1,..0.’N-p
> %
i
...Q..O.l.........(s.g)

as a function of p.

rp will shcw those lags over which the data seems to be

correlated.

If a time series is considered with a zero mean, autocc~

variance (or autocorrelation) function @ (p) may be defined as

N-p
¢(P) = _1_ :E. xi. xi+p 000-00000000000000(509)
N-p i=1

from which it follows that

= ¢(p)
rp ¢2p Ooooooooo'oooooo--o(501o)

S
X

For a continuous stationary time function x(t) the autocorrel-
ation function is given by
¢(p) = lim 1fT/2 x(t).x(t+p)odt ooooaouaoo(5.11)
Ty TV -T/2
The power spectral density function P(f) of the same process

is defined as

T/2 _ionft
P(f) = lim x(t)e e I Lat
-T/2
T oo

.oooooooooooo.oo-.-oc(5.12)

which represents the contribution to the variance of x(t) with
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frequencies between f and f+df,

Blackman and Tukey [A9J showed that these two functions could

be written as a fourier transform pair

m -
g(p) = \/ P(f). Cos 2Tffp.df 000000000000(5013)
© =00 ‘ -
P(f) = [z ' ¢(p). cos anp.dp 000000000000(501"*')
which\gould be simplified to
Q
¢(P) = 2 f ’ P(f). cos Zﬂfptdf 000000000000(5015)
. N o
. &
P(f) = 2 f - Q(p). cCOSs Zﬁfp.dp 0.0.9.0....0(5.16)
: 0

When considering a discrete time series x(t) it is necessary
to introduce a finite fourier series transformation instead of

the infinite continuous summation.

Equation (59) shows the summation for the autocorrelation

function at time lag pe.

Given that the significant power contributions are below
n rad/lag time, L(p), which gives the raw estimates of the

power spectral density function can be obtained using (5.10) by

Mat |
L(p) = #0) + 2 > @(q) cos gpn + F(%) cos pm
q=1 M

ooooo.von.oo..oo(5-17)
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where M is the maximum lag value of p,[51).

These raw estimates may be smoothed in various ways. Southworth[51]

recommends

U(p) = 0423 L{p-1) + 0.54 L(p) + 0.23 L(p+1) eeesse(5,18)
wnere L(-1)= L(1) and L{M+1) = L(M).

U(p) represents the corrected estimates of the smoothed power
density which gives the power contribution in the frequency

interval nmp - ®, WD + T .
M 24 M M

"S5.4 Obtaining the Sampling Frequency

A simulation run was made with a three node network and three
hosts per node. This configuration was chésen together with

fast line speed and fast memory/processor since it would give

the heaviest traffic load that the network would have tao sustain,
In order to get a power spectrum the system had to be in a steady
state i.e. wheré the service time was less than the arrival rate.
A traffic intensity of 80% was chosen with a mean interarrival
time of 350/ﬁseconds. (Several runs were made for the particu-
lar network and the level of saturation determined) . SouthworthEEil
recommends that the ratio of M(maximum lag) to N(no of samples)
does not exceed 10%. 1In order to get M=100, 5000 samples of the

message queue for service are taken at a rate of 100 A seconds

interval. The ratio is therefore as low as 2%. The simulation

was given 0,05 seconds simulation time to settle down.
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These 5000 samples were than used to compute the system
Autocorrelation function shown in Figure 5.3- The smoothed

Power Spectrum is shown in Figure 5.h4.

The significant bandwidth is centained within O -» 500Hz. A
frequency greater than two times this upper frequency is chosen.

F the sampling frequency, was chosen conveniently to be 1KHz,

s

i.e. at a sampling interval cf 1 msec,

5.5 Standard Network

In order to be able to evaluate parameter changes in the network, -
a standard network was chosen against which comparisons could
be made. Figure 5.5 shows the basic network. The network consists

of three fully qonnected nodes to each of which are

Figure 5.5 Standard Network

124
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connected 2 hostse. All lines, nodes and local hosts are

interconnected by 10 megabit lines.

Figure 5.6 is a block diagram of the structure of the node.

Each node is architecturally identical containing 2 processors

and 3 memory units. Memory cycle time and processor speed

are matched at 100 nseconds. Packet sizes are set at 1024 bits.
Each memory module of 1024 words (8 bit word) is thus able to

hold & packets each. The node is connected to the other nodes <
via 2 sets of I/0 buffers (1 packet length) and similarly |
connected to the two local hosts. Control packets are 8 words

" long. The mean number of generating hosts at each message event
time is one host. It is assumed that the mean length of short

messages is 1 packet and of long messages 10 packets, there iy

being a ratio of 3:1 between short and long messages. Using
the equation derived in the last chapter for the mean of a hyper-

exponential distribution:

__6_4- J_:_6_ 0000-0090(5019)
Y S ;
for 1 =1 and 1 = 10
At Ji2

this gives a mean message length of

0.75 x 1 + (1= 0.75) x 10 = 3.2 packets.

The simulations is run for 0.5 seconds simulated time and

sampled every 1 millisecond as discussed in section S.h.
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The effects of all parameter changes are presented in the

game way as for the standard network (SN) as shown in

Figures 5.7 - 5.13. Figures 5.8 - $.12 give the data at
saturation level. When the average demand for service is less
than the capacity of the system, the system is said to be in a
steady state. The information which these graphs give is

shown below,

1) Effect of varying message mean interarrival rate on message
queue for input into network, (Figure 5.7).

2) Number of packets processed by network per millisecond
sample interval, (Figure 5.8).

3) Percentage of network processor time used per milli-
second sample interval, (Eigure 5¢9)e

L4) Percentage of network memory time used per millisecond
sample interval, (Figure 5.10).

5) Distribution of message lengths sent through network,
(Figure 5.11)..

6) Effect of message length on nessage throughput time,
(Figure 5.12).

7) Effect of varying message mean interarrival rate on

network traffic, (Figure 5¢13) e
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For the standard network saturation occurred at a mean message
interarrival time of 380Asecs shown in [igure 5.7
resulted in 7 X ‘103 message packets being throughput which
required 27 X ‘103 control packets being generated. This
represents a throughput rate of approximately 14 megabits/sec.
The throughput time far a single packet was 300 lisecs while for
a 54 packet message the time was 21 msecs. It can be seen
from figure 5.12 that the throughput times are linear. This
is explained by the fact that the standard network is fully

connected and so the throughput procedure for each packet is

identical.

Figure 5.9 shows the total processor time used on the network
to be approximately 31% while figure 5.10. shows memory'to be
used at 7% cf the total available. So there is a lot of spare
capacity. Although the figure of 31% processor time used 1is
spread over all the processors in the system, the figures -
given below indicate that the workload is fairly evenly

distributed amongst all three nodes.

node 1 node 2 node 3

proc 1 31% 35% 20%

proc 2 29% 22% 28%
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From figure 5.17 it can be shown that the mean message length

is 3.5 packets compared to the theoretical mean of 3.25 packets
derived in equation 5.20. ©Not a single occasion arose where
memory was not available when required. The queue of messages
in node 1 was also monitored. For the greater part the queue
was empty, when it wes not there was only one packet in the

queue.

Figure 5.13 shows the effects of decreasing message arrivals
from a mean of one every 300 /.lsecs to 430 /Lsecs. This 43%
decrease in traffic resulted in 7.6 X 103 packets throughgrut
dropping to 6.8 X 10° packets which is an 11% drop in traffic.
In other words queues were cleared mofe quickly and the system
was working near full capacity. This suggests that although
the system is saturated at an interarrival time of 380l&secs
there is still capacity. This will be explained in the next

chapter.

Figure 5.14 shows the number of packets in the system at the
time of being sampled awaiting processing by the network.
This indicates that there is no need for the facility of

queueing within the networke.

5.6 Effects of the number of processors/memory modules

Processing time is made up of several factors: waiting for
processor/mermory; direct memory usage under processor control

- this quantity being proportional to the packet length;
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executing I/0 - this quantity includes the time needed for

both waiting on an I/0 queue and for actuzl execution of I/0;

waiting on the ready queue.

Figures 5.15 to 5.21 show the effect of reducing the number
of processors in the standard network from two to one, and
the memory modules frecm three to two. This resulted in a
th=~ughput drop from 7 X 103 packets to 5.6 X 103 packets,
This 22% drop was not greater since the processors on the
standard network were under-utilised. In the case of the
node with one processor the processor usage figures were as

follows:

node 1 node 2 node 3

proc 1 46% 59% L3%

When the standard network processor/memory speeds were dropped
from 100 nsecs to 1 Psec the effects were more noticeable as
shown in figures 5.22 to 5.28. Packet throughput dropped from

3

7 X 10° packets to 1.6 X 107 packets. Individual processcr

usage was as follows:

node 1 node 2 node 3
proc 1| 74% 83% 63%
proc 2| 72% 81% 61%
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5,7 Memory module size

Figures 5.29 to 5.35 show the effect of reducing the memory
module size from 1K words to 128 words i.e. from storing

eight packets to storing one packet. Comparing figure 5.7

and figure 5.28 it can be seen that saturation takes place

at about the same infer-message arrival rate. VWhen 1K words
memory modules were used memory was always available when
needed. Not a single occasion arose when it was not available.
However, when 128 words memory modules were used memory was

not available on one or two occasions. Given that over ? X 103

packets were handled in 0.5 secs and two memory accesses were
required at both the source and the destination nodes, this

figure is negligible.

The simulation did not take into account the extra accesses
that would have been required to extract a packet from a |
particular memory location in the 1K words memory module. So
it can be seen that the 128 words memory module would not only
be easier to implement, but would also be faster since acéess
is easier and the probability of memory contention non-existant

i.e. where two processors wanted to access different packets in

the same memory module.



154

*AI0m3du ojut Indut J0y ensnb aFwvgsem uo 8%ea

TeATIIBISUT uesw aFessaw Jurfaiea Jo 209379

*oTupow LIowsw pIom QZ| = HIOMIO PIBPUBYS VHMA G2°C eIndTg

C8ANOD38) MIL

s°0 Sh°0 oh°o se‘e 6s°o S2°0 02’0 Si°e 01’0 S0°8 0o
() P o tpny o
SISy geu™ o emeac e ———
(p) .z:: e
: [ 1]
goesr/ oz4  (P) | .
g0es7/ Q0% (9)
w09/ 0gc ()
89881y Q9¢ (e)

®3®vd TBATIIRIDUT Ueoll 03885y

202

WYOMA3N OLINI LNJNI ¥OJ SNIIEN® §39VSS3H JO ON



155

CBANOD3S) 1L

Sh*d

eTeaxsjur ordwes puoddSTITTW Jod

jIomqeu £Lq pegsaooad gaaxorvd Jo Jaequny

eoTnpom AIxowsaw pIOM Q2| = NIOMJAN PJIBPUBIG 0¢°G eansty

oh°0 $8°0 (0 $3°0 02‘e S1°0 01’0

W

Ay

50°0

62

HE L]

\UOHLTN AS G2 SOV S0 ON



156

C5aN0D38) 3WIL

Sh'0

*Teaxdjutr oTdwes puodoesITTIW Jad

pesn 8wty JOoggedoad IOM3aUu IO 8FejUdOIaJ

*oTnpow AJOowWswW pJIOM QZL = HIOMIdN pIepuels rmow 8INIT I

oh°0 S8°0 08°0 s2°0 020 S1°0

01’0 S0°0 00°0

a3sn WL ¥0S53503d MYONLIN 40 JOVLNID¥I



157

*TeAxojur d9Tdwes PUOOISTITTH xod

pesn ewty KAIowawm }IOMm3eU 30 e8ejuesaad

e3Tnpouw Axowsw pIOM @2l = MIOM38)N PJIEpUB}S 2%£°6 oINJITJI

C(SANOD3S) 3uIL

es°e Sh°® oh°0 s&°e 0c 9 $2°0 02°0 S1°0 . 010 S0°0 oe.ﬂ
. H. [0V

£

[ 08

[ Oh

" 0S

g3sn 3HIL AHOW3N WHOML3N 40 39WLN3DYId



NO OF RESSAGES THROUGHPUT

158

4S9 |

400 i
00 Mean Message length = 3.6 packets

950,

250,

200,

1so |

169,

S9,

v al

t ) 20 4o ) ce Y 100
NO OF PACKETS [N MESSAGE

Figure 5.33 Standard Network - 128 word memory module.

Distribution'of message lengths

sent through networke



MESSAGE DELAY (MILLISECONDS)

49,

8S.

20,

1S,

10,

Ter e 4Pt R Y ————TYY

1 . i . ] ] .

il
C u”i““[

Figure 5.34

20 49 ee 89 109

NO OF PAQICTS I[N MESSAGE

Standard Network - 128 word memory module,
Effect of message length on message

throughput timee.

159



160

CSD3SITUID MIL WAIRMWIINI NN
03h°e 05h"e Ohh°0 oEH 0

*5TIFeI} MJIOM38U UO 83BJI TRATIIEIS3UT

ueam oSvggow JurdIer Jo 3JO0OIFT

*oTnpow LJowew pIOM @2l = MJIOM}SN PJIepPUBRS G¢ *G 2andty

02h’0 0th°o oeoh’e 056°0 08E°0 { 2 096°0 €SE°0 orm.oo
g3o30ed B
o3essa| * - .
[ )
[ 92
g393oed
Tox3uwoy *
[ 08
[ Oh
L

s

CS1000) LNHONOBHL SLOVd J0 ¥IBWNN WLOL



161

5,8 Conclusiong

The effects of node hardwarebhave been considered in this chaptere.
It is apparent that the addition of more processors and memory
modules will improve the response time on message throughput to

a certain degree. Similarly using slower memory/processors

will result in a much poorer throughput. It should be noted that
> or 3 processors produce better throughput after which the

line speeds are the limiting factor. The failure of a processor
in a three processor node would not have a catastropic effect

and the throughput should remain fairly constant. Since there

is no throughput difference due to memory size, it would seem
sensible to have memory units capable of holding one packet

and there should be at least as many memory modules as there

are processorse. Also since the network will not be working
under such heavy counstant workload as have been imposed, surgesi

in traffic intensity should be dealt with quite adequately.



162

CHAPTER 6
2

HIGE LEVEL NETWORK PARAMETERS

6.1 Introduction

This chapter is devoted to a consideration of the effects

of the highlevel network. The chapter begins by discussing

a problem that was encountered early on regarding a simple
buffer lockupe Several solutions te this problem are suggested.
The remaining part of the chapter is concerned with how many
packets the system should be able to support and reasons are
given to explain why the network is not supporting the maximum
packet throughput. There are four seté_of results contained in
this chaptere.

1) 3 hosts/node (Figures 6.4 - 6.10)

2) 2 node network (Figures 6.12 - 6418)

3) 1 megabit lines (Figures 6619 - 6.25)

4) 100 kilobit lines (Figures 6.26 - 6.31)

6.2 Buffer Lockups

During early simulation runs a simple buffer lockup was

encountered as shown in Figure 6ele

message

message

Figure 6.1 Simple buffer lockup
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This arose in the situation when two nodes began to send a
message packet to each other. When the packets reached the
destination nodes acknowledgements could not be sent since
the output buffers would retain a copy of the message packet
until a positive acknowledgement was received. This resulted
in a rapid buildup in queue lengths on the two nodes that
issued these message'packets. Four solutions were considered
to solve this problem:

1) Double buffering

2) Retaining copy of packet in memory

3) Increasing buffer size to accommodate a message packet

and a control packet

4) TUsing a message buffer and a control packet buffer.

Under the current arrangement, whenever 2a packet needs.to be
retransmitted it would have to be brought back into memory to
have a bit set to indicate that it was a duplicate packet

which in turn would necessitate the checksum being recalculated.
With the first solution to the lockup i.,e. double buffering,

the secondary copy would need g;bif set and another checksum

carried out. Although an error gituation would be

Seconqa?y buffer | output
containing copy e butfer
with a bit set >
indicating duplicate
copy and newv checksum

NODE

Figure 6.2 Double buffering




rare this would result in twice as much work being done
every time a packet 1is sent out. Figure 5.2 showc double

puffering.

mhe second solution would have a high cost. For each O/P
buffer (therecould be up to 10 0/P buffers for hosts and
node communication) there would have to be a backup memory
unit. The multibus would also be unnecessarily ccmplicated

to handle the extra memory modules.

The third solution involves extending the buffer size as
shown in Figure 6.3 to accommodate a message packet and a
control packet i.e. extending the buffer size from 128 words

(for a 128 word packet) to 128 + 8 words. By rotating the

input output

tnift register

Figure 6.3 Ccircular shift register capable of storing message

and control packet

shift register the correct number of bits a control packet

could be slotted ine
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A modification of solution one is also possible where there are
separate buffers for message and control packets. A switch
determines which buffer will be used for output. For the
purposes of the simulation a copy of the message packet is

placed into a secondary buffer and the control packet trans-

mitted via the primary buffer.

6.% Line utilisation

In a fully connected network where each packet can be trans-
mitted directly from source to destination node, except in
the case of a failure, the number of packets.that the network

can support is given approximately by:

line speed X no of nodes

message packet length + control packet length

where the packet lengths are given in bits. The control
packet length must be taken into account since no other
message packet may be transmitted until the current message
packet has been acknowledged. For the topology considered
the best throughput rafe,v wheré the acknowledgemeht may

be placed into the output buffer immediately, is given by:

000 X
10000 ‘E_ = 27.6 X 10° packats/second.

b=

(128 + 8) X 8

. + transmission has
The worst case is where & message packet a

165
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been started just as the acknowledgement needs to be sent

which is given by:

10000000 X 3

= 14.2 X 10° packets/second.
(128 + 128 + 8) x 8

giving a mean throughput of 20.9 X ‘IO3 packets/second.

With the standard network (2 hosts/node) saturation occurred

3

when the network was throughputting 14 X 10 packets/second

as shown in figure 5.13. When the standard network topology
was modified to support 3 hosts per node saturation occurred
when the network was throughputting 20 X 103 packets/second

as shown in figure 6.18.

However, with both network topologies the system is not
supporting as many packets as it should be, although the
minimum number of packets are being throughput in the first
case and the mean number of packets in the second casee

Consider the foilbging case of the standard network with only

cne host per node. Once the host has sent the first packet

of the message it does not send any further packets until it

. ' tination host as
receives a ‘'send next packet from the destin

shown in figure 6£.11. It has been assumed that there is only

one message being transmitted from the host at any time.
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message message

message

gource
host

destination
host

SNP SNP SNP

Figure 6.11 Number of paths transversed during a

typical host/host transaction

Assuming 10 Megabit lines, it takes the message packet:

2 X128 X 8

= 310 Psecs

10000000

to reach the destination host and a further 19 #secs to receive
the 'send next packet', assuming no other delays. In other words

it takes BBO}Asecs before the host transmits its next packet.

Looking at the source host # node transaction, the host buffer may
be freed after the node has sent an acknowledgement to the message
packet. This transaction takes 11C>Lﬁecs, or a third of the time
for which the simulation has tied up the buffer. This»implies

that the host has only'one user at any time, whereas the host

may be supporting many terminals. It can be seen from the trend

of the throughput figures that the addition of another host per

node would maximise line usage. Alternatively, each node

could support 2 hosts each of 2 terminals.

Figures 6.12to 6.18 show that this would be the case. Whereas
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Distribution of message lengths
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tne standard network had three nodes each supporting two hosts,
the case now is of two nodes each supporting two hosts, result-
ing in four hosts per line as suggested before. The maximum

number of packets that the line could support is 9.2 X:’IO3

whereas 9.4 X 103 packets were transmitted on the network.

This is accounted for by "incest" where a host may communicate
with any other host. This results in communication with local
hosts and so use of internodal lines is not made by these packets.
In the two node network the line speed was the limiting factor.

-

6.4 Conclusions

The experiments carried out in this chapter have shown that if
the user is to have a good quality of service, then the line
speeds should operate at as high a speed as possible. User
traffic that might be generated on the operational network is
very difficult to predict, but it would seem that 100 kilobit
lines would be unsatisfactory during periods where large files
were being transmitted over the network. It has been shown that

the throughput time of a message is directly proportional to the

line speed.
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Figure 6.30 Standard Network - 100k bit lines.

Distribution of message length

sent through networke.
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CHAPTER 7

LovW LEVEL NETWORK PARAMETERS

7.1 Introduction

The purpose of this chapter is tc evaluate the effects of the low
level network on the pérformance of the network. Four sets of

results are considered:

1) Average message length (figures 7.1 to 7.7)
2) Message mix ratio (figures 7.8 to 7.14)
%) Mean number of generating hosts (figures 7.15 to 7.21)

4) Packet length (figures 7.22 to 7.28)

Several formulae are derived including an approximation to the

mean message delay.
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7,2 Packet length

packet switching communication systems have two fundemental
goals in processing data: low delay and high throughput. For
low delay a short packet is needed while for maximum through-
put it is necessary to have a large packet size to minimise

system overhead. With a short packet there is a highet prob-

ability of error free transmission.
Figures 7.22 to 7.28 show the effects of doubling the standard
network packet length from 128 words to 256 words. Using the

formula for system full capacity:

line speed X nc of nodes

(message packet length + control packet length).

where the packet lengths are given in bits, for the standard
network under the minimum time delay condition of an output
buffer being available when required, the number of packets

handled by the standard network is given by:

10000000 X 3 3
= 27.6 X 10 packets/second.

(428 + 8) X 8
For the standard network with a 256 words packet, the number of

packets handled by the network is given Dby:

10000000 X 3

14,2 X 103 packets/second.

(256 + 8) X 8
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This gives a 3% increase in throughput without taking nodal
processing time into account. In order to obtain this 3%
jncrease, processing time is doubled and memory modules and
buffer sizes are doubled. It should also be borne in mind that
acknowledgement time may also be higher for the longer packet
size. The worst case as before,is for a newly generated ack-
nowledgement where the first bit of a message packet has just
been transmitted, thereby causing the buffer to take twice as

long to empty.

7.3 Message delay

The time taken to transmit a packet from source to destination

is a sum of three factors:

1) Propogation delays for the packet and its acknowledgement
2) Transmission delays for the packet and its acknowledgement

3) Node processing delay pefore ar acknowledgement is sent.

A general approximation may be obtained for the time taken to

throughput a message as given by:

€T, * (1-().Tl

e e ——
e

2 fe

.

where & is the ratio of short messages to long

T is the time to throughput the mean short message

T. is the time to throughput the mean long message
is the mean short message

l‘zl is the mean long messafee
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7.4t Conclusions

This chapter presented the results of experiments on the low
level network under a variety of conditions, The relationship
between delay and throughput has been given as a linear equation.
The equation will remain linear until a node or a line fails
necessitating routing through an intermediate node. It has

been shown that incréasing a packet's size does not bring any
great benefit, at a great increase in cost, and under certain

conditions may in fact be detrimental by increasing packet time

spent on the network.
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R 8
CHAPTE

General Conclusions and Suggestions for further work

This chapter makes some general conclusions about the investiga-
tion and makes some suggestions for future work. Tne use of a
simulation study to aid this investigation has proved satisfactory
for the results given. However, it must be noted that the compu-~
tational cost was high. It was assumed at the beginning of the
investigation that for a simple network of the kind considerad

the cost would be quite low. The detail simulated at the level

of a procesSor/memory module handling individual packets through
input/output buffers resulted in a small step size which increased
the length and complexity of the simulation runse. This resulted
in having a limited number of runs which did not enable the full
scope of the model to be utilised. Had & simpler model been

chosen, more runs could have been obtained. For exanple, given

a Symmetric traffic pattern it may have been wiser to simulate

a node. It is felt that although the results were very useful

in pinpointing deadlocks and quantifying the traffic that the

network could sustain, the prouess of developing the simulation

model was an important one in obtaining a deeper understanding of

the overall systeme.

. L. . . - .
The experiments carried out 11 this jnvestigation nave tried

to quantify the effects of parameters on throughput and message

delay. On the basis of these results some general conclusions

may be made regarding certain features of the network. AsS is to
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pe expected the node itself is the limiting factor together with
the line speeds. To ensure that these bottlenccks are reduced
ag far as possible the use of balanced processors and memory
nodules operating at say 100 nsecs per machine cycle are des-
ijrable. The use of two processors together with at least the
same number of memory modules should ensure that in the event

of a breakdown, the network will continue to funciion adeg-
uatelv and throughput should not diminish significantly. As
has been shown, the higher the line speed the better the ser-
vice. Line speeds should be as fast as possible, preferably

in the 10 megabit region.

The last chapter discussed how doubling the standard packet
1engin of 128 Lytes (8 vits) gave throughput gains of only
single percentage figures at a considerable increase in cost

for larger memory modules and input/output buffers. There were
also no visible advantages in having memory modules capable of
storing more than one packet each - in fact it could slow the
node down due to memory contention problems. Since 102k bit
memory modules are a standard product, it would seenm logical to
restrict packets to this length. In order to 1limit kottleneckse
ssible it would also be desirable to use

at the node as far as po

microprogrammable microprocessors as opposed to MOS microprocessors

since they are both faster and more flexible. The investigation

has shown that a multiprocessor node is viable and gives distinct

advantages by the provision of parallel processing and fail-soft

capability.



During the period of this investigation new networks have come

jnto existence and there is every reason to suppose that the

state of the art is in the infant stage. Significant develop-

ments are continually emerging in microprocessor and memory tech-

nologies.

As was stated before, the full scope of the model has not been
taken advantage of. It is suggested that further work could be
carried out with this model to observe the effects of transient
conditions e.g. the effects of processor/memory breakdown; the
network response time to changes in traffic in£ensity; the effect
of non-symmetric host traffic and the effect of passing large
files over the network. The amount of traffic that the hosts

might generate also needs to be investigatead.

At this present time, a prototype node is in the process of being
constructed and it is hoped that the results of this investigation

will be of use in defining the ncde and network architecture.

231
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pPENDIX 1
__._-—-'—_._-.

THE PSZUDC=RANDCM GENZRATCOR

The basis of the pseudo-random generator used are binary Chain-
. . . n L
codes which may be defined as a sequence of 27 or fewer binary

digits arranged so that any n adjacent digits locate the position

O
H,

those digits uniquely. Figure I.1 illustrates the uniqueness

of eacn set of four adjacent digits in the ssquance.

Tizure I.1 Unigque sets of digits in sequence

9]
(@)
o
-
]

As the number of digits in the patiern increases

. , . 1 i he part-
diffarent patterns obtainanle increases. Lie par

)
¢}
b

)
numsar o

¥

ated using a shift register. f

-

e sarticular chaincodz illust-
fronm -stase shil
rated above may be generatesd Irom 2 four-stase 8

as shown in figure I.Z2.

—_

Figure 1.2 Chaincods?
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The nesw dlglt 1s produced by modulo-2 addition of the dicits in
18~ &4l 1Y

stages x, and X, . It can be s I is shi i ;
g ’ > seen that this shift regzister will

produce 15 unique four-digit patterns befors repeatins the
~ > “ ;‘3 I8N

s .
secuence. This 1s an example af a Linear chaincode

Yeath Eﬂ%categorised chaincodes into several classes; Prime
es; Prime,

. e e 4 st o .
Deficient Prime, Product and Skew Symmetric. Chaincode
sequences have the property that they contain apcroximately

Lo

- n-1 -
equal numbers of ones and zeros, 2 and 2% 1—1 ressectively

=8

which may be employed

ct

n gererating uniformly distributszd

numbers.

Redshaw [55] emvloyed Prime chaincodes for the generation of
zszudo-randon numbers using two independent chaincodes as
shown in figure I.3 to ovarcone the affects of corralation

.ﬁ

/

a(Mla@)iaGlal)] eeceees NG PO E o R YD) £15)

1
b(’l)]b(2)

.---l----o-ct---cooov

o(3) [p(&)
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4 £f A1k aenft " “ \ v
Pairs oi p1lck offs, one from each chaincode are connectad to

. . L
modulo-2 adders which 1n turn are connecied to an 'AND' gate
(=] -

aiven chaincodes of m and n stages, then the total seguence
length is given by the oroduct (2 -1)(2 1). 4ith an 2lave

and fifteen staze gener

>

o)

tor sequences of length greater than

e

67 million were droduced.

The orobability of a stage corntaining a ons or zero at any

time 1is % as is the vrobability of the outout from a modulo-2

™

adder. TFor an 'AND' gate having k inputs from k modulo-2

3
=
F
w
L]

) . ~ . . 14K
adders the probability oi a one IS given oy (%)
of ones obtained from the TAND' gate in ons ssquence is ziven
. 1 K, T n i ) .

oy ($)7(27-1)(2 -1). A coarse control of tne output rate

may be obtained by varying the value of k. The output rate

is doubled by reducing the value of k by one.

number Iron

\
D1

A finer control may be used bY forming a binary
the modulo-2 aader outouts ins ad of the TAND' zave
control of the numbder of inputs. m™his numds

e 4 St e i ommared to a
distributed random number. ~4lS integer 15 CO%: *

N . . < N ~ . d'
control word and only output 1I it exceeds the ccntrol wor

The fineness of control
97 the maximum value oFf th
word picked-off will nermit aniformly dis
the range 0 - 1023 to he obtained.

word by one 1is approxinmate-y <4

rate of DoV
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This type of pseudo~-random generator is easily implemented

in software form. Reds‘nawﬂis} and Hartley[S}] have carried out
sxtensive tests upon the random properties of this tyve of
generator finding them acceptable means of vroducing the

required random numbers.

I
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This section i
contains the complete simulatio
[ n progran
D e
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SIMULATION OF ASTONET

INTEGER NET(555),NETB(5,5),REJ(5,5), PKT(500,5),NODE(S)
XLK(5)»H(5), NBUF1(5,3),NBUFF(5,50), CEUFI(S,3), CBUFF(5,50)
XHPBI (555,3),HCEI(5,5,3),HPB(5,5,50),HCB(5,5,50),CMEM(5,50),
XNODEI(5,5),NIB(5,5),N0B(5,5),PFL(5,10),MFL(5,10),AVAIL(5),
XHOSTS(555)»HOSTC (55 5), HAL(5,5) ,HMD(5,5), CHR(25),MG (5,5,
XHPSN(555) s HPM(5, 5), HIB(5,5), HOB(5,5) , NMEM(5,50),AC16),B(14),
XSNET(555),MEMS(5,10),PTY(5),ML(200),SNC(5),RBNC(5),BFL(S5),
XRNIB(S5,5),BRNDB(5,5), RHIB(5,5), RHOB(S5,5), PORD(S,5), UPRP(5),
XCUM(600), HCF (25, CFQ600),VEC(9),CHI(21),CH2(21),CH3(21),
XCH4C21),CA1(21),CA2(21),CA3(21),CA4(21)

INTEGER CP1¢21),CP2(21),CP3¢(21),CP4(21)

REAL NPLR(5,5),NCLR(5,5),HPLR(5,5),HCLR(5,5),

XNIE(S,5),NOECS,5),BRN(5),BRP(5,10),BRM(5,10),STI(10,2),

XRHIE(S, S), RHOE(S,5),RNIE(S5,5),RNOE(S5,5), TPROC(S, 10D,
XPUSE(S:10):HNIE(S:S)JHNDE(SJS):PNE(S:10):MNE(5:10):TPT(5):
XTINC(25,25), TMT(200),NSP(5S, 3), TPIN(S500,2),HNU(5,5)

INTEGER NH, HH, PN, PACK, P»M, BR» RUNNQ, PNO, HC» SR, MSM, MLM,
XMNGNJSUM:TDTAL:CLASSJTYPE:PACK)HHH:MINQL:MAXQL;TQL:AVQL)
XPACKD, PD» RP, DEST, AA, PACKS, SOUR

REAL SMALL:TIME:MESS)NCHECK:CHECK:LGSIM:HARD;PKLGH;
XHN;MMR:DCC;CNTP:R:BITS:NHARD)TI:FIA:FSM:FLM:RC:EXEC:
XQL:AAA:EBB;NUM:THRUJTNRECJXNREC:F:FX:AAS:E11E2:TT:
XPU1,PU2,MUSE,NOPR, NOMEM

CLEAR ARRAYS -

DO 2030 I=1,N
DO 2040 J=1,5
REJ(I1,J)=0
NIBCI,J)=0
NOB(I,J)=0
NIE(I)J)=000
NDE(I)J)”O»U
RNIB(I,J)=0
RNCB(I1,J)=0
RHIB(I,J)=0
RHOB(I,J)=0
HNIE(I,J)=0.0
HNOE(I,J)=0.0
RHIE(I,J)=0.0
RHOE(I,J>=0.0
RNIE(I,J)=0.0
RNOE(I,J)=0.0
HQLC(I,J)=0
HMD(I,J)=10
HPSN(I1,J)=0
HPM(I,J)=0
HIB(I,J)=0
HOB(I,J)=0
CONTINUE

DO 2080 J=1,10
PNE(I)J)=0'O



2080

2030

2051

2050

2060

2075
2085

2095

2096

2097

2098

2063

MNECI»J)=0.0
PFL(I,J)=0
MFLCI,J>=0
MEMS(I1,J)=0
TPROC(1,J)=0.0
PUSECI,J)=0.0
CONTINUE
PTYCI)>=0
SNCC(I>=0
RNC(1)>=0
TPTC(1)=0.0
BRNCI)=0.0
CONTINUE

DO 2050 I=1,500
DO 2051 J=1,5
PKTCI,J)=0
TPINCI»1)=0.90
TPINCI»2)=0.0
CONTINUE

DO 2060 I=1,5
DO 2060 J=1,50
NBUFF(I,J)=0
NMEM(1,J)=0
CBUFF(I,J)=0
CMEM(I,J)=0
CONTINUE

DO 2085 I=1,N
DO 2085 J=1,5
DO 2075 K=1,50
HPB(I1,JsK)=0
HCB(1,JsK)=0
CONTINUE

DO 2095 I=1,16
ACIN=0

DO 2096 I=1,14
B(1)=0

DO 2097 I=1,25
DO 2097 J=1,25
TINCI,J)=0.0
DO 2098 1=1,200
TMTCI)=0.0
MLCI)=0

DO 2063 I=1,21
CH1(I»=0
CH2(I1)=10
CH3C¢(I)=0
CH4¢I»=0
CA1CI)=0
CA2(¢I)=0
CA3(1>=0
CA4CI)=0
CP1(¢I>=0
CP2(I>=0
CP3¢I>=0
CP4aC4)=0
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INPUT NETWORK PARAMETERS
K o ok oK K oK ok oK ok 3K K e 3k 3 3k K oK o K ok ok ok koK

aa

cALL DINPUT(N,LK,NET,NETB,NPLR,NCLR,NODE,NODEI, '
XNBUF1,CBUF1,H,HPLR,HCLR,HOSTS,HOSTC,HNU, NH,LGSIM, PKLGH.,

XCNTP» CHECK, HPBI, HCBI,MMR, SNET, NSP, BR, BRN, BRP, BRM» RU
BrM
XMSM’ML‘M’MNGN’HCF’BITS,HARD, TI,S’I‘I; E] > » BRM, RUNND»

INITIALISE RANDOM NUMBER ROUTINES
C e sk ok 3 o ke 3k K ok ok ok ok 3K o ok K Kk K oK K ROk ok ok K K R K

(]

DO 4507 I=2,14.2
ACIN=0
B(ily=1
ACI+1)=1
4507 B(l+1)>=1
AAS=32767.0
E1=0.0
DO 4504 I=1,600
4504 CFQCIN=0
TT=0.0
DO 4503 1=1,600
TT=TT+0.01
E2=1.0-EXP(-TT)
CFQ(I)=INT((E2-EI)*AAS)
El=E2
4503 CONTINUE
4505 1SUM=0
DO 450! I=1,600
ISUM=1ISUM+CFQ(CI)
4501 CUM(CI)=I5UM
WRITE (2,9010) _
DO 4506 1=1,600,10
4506 WRITE (2,8100) I,CUM(I);CUM(I+1),CUM(I+2);CUM(I+3):
XCUM(I+4),CUM(I+5):CUM(I+6),CUM(I+7),CUM(I+8):CUM(I+9)
DO 3075 I=2,16,2
CHiC¢I)=1
CH2(I) )»=10
CH3C(I»=0
CH4(1>=40
CHicI+1)=1
CH2(¢(I+1)=1
CH3(¢(I+1)=1
CH4C(I+1)=1
CAl(CI>=1
ca2¢lnr=4g0
CAa3CIN=0
CA4CI)=0
CAal(I+1)=1
cag(i+1)=1
CA3(I+1)=1
CA4CI+1)=1
CPI(I)=1
cP2(Id=0
CP3(¢I)=10
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CPa(ld)=0
CP1C¢I+1)=1
crP2(l+1)=1
CP3(I+1)=1
3075 CP4CI+1)=1
F1A=TI
WRITE (2,9020) RUNNQO,FIA
Fl1a=FIAa*x0.01
R=MSM
FSM=R* (.01
R=MLM
FLM=R*0.01
MAXH=HCF (NH)

pO 3071 I=1,N

: K=NODEI(I, 1)

c NO OF PROCESSORS IN NODE I
DO 3071 J=1,K

3071 PFL(I,J)=J
DO 3072 I=1,N
K=NODEI(I,2)

c NO OF MEMORY UNITS IN NODE I
DO 3072 J=1,K

3072 MFLCI,J)=1
DO 3073 I=1,N
PORDCI,1)=1
PORD(I,2)=2
PORD(1,3)=3

3073 PORD(I,4)=4
MESS=0.0
TIME=0.0
NREC=0
TNREC=0.0
NPKT=0
HN=NH
NO=0
NCHECK=CHECK
NHARD=HARD
EXEC=0.0
MUSE=0.0
PUl=0.0
PU2=0.0
I=NODEI(1, 1)+NODEI(2,
NOPR=1
I=NODEI(1,2)+NODEI(2s
NOMEM= 1
GOTO 3050

1)+NDDEI(3;1)+NDDEI(4;12+NDDEI(5;1)

2)+NDDEI(3,2)+NDDEI(4,2)+NDDEI(5:2)
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FIND*ﬁﬁtiiztffDCH IN NIE,NOE,HNIE, HNOE, PNE, MNE,MESS, NCHECK, HARD
¢ A 20 0 R R K K K o oK K oK 3 oK K oK K oK oK 3K ok ok 2 3 o ok ok ok ok 3 K ok oK ok K

(]

5000 SMALL=32767 .0
EXEC=EXEC+1.0
DO 1400 I=1,N
DO 1410 J=1,5

IF C(CHNIECI,J).LToSMALL).AND. (HNIECI,J).NE+040)) SMALL=HNIECI,J)

IF (CHNOECI,J)eLT.SMALL).AND« (HNOE(CI,J)eNE.0.0)) SMALL=HENOE(I,J)

IF ((NIECI,J)+LTeSMALL)<AND«(NIEC(I,J)sNE«0+0)) SMALL=NIECI,J)

IF ((NOECI,J)«LT+SMALL)+AND.(NQECI,J)+NE.0.0)) SMALL=NOECI,J)

IF ((RHIE(CI,J>+LT+SMALL).AND.(RHIE(I,J)+NE«0.0)) SMALL=RHIE(I,J)

IF (CRHOE(I,J)«LT«SMALL)<AND.(RHOECI,J)+NE¢0.0)) SMALL=RHOECI,J)

IF C(CRNIECI»J)«LTeSMALL)«AND.(RNIECI,J)«NE«0+0)) SMALL=RNIECI,J)

I¥ <<§§CP3:E<I:J)oLT-SMALm.AND.(RNOE(1.J>.NE.0.0>) SMALL=RNDECI>J)
1410 CONTI ,

KK=NODEI(1,1)

DO 1420 J=1,KK

IF CC(PNECI,J)eLTsSMALL)«AND«(PNE(I,J)+NE«0+0)) SMALL=PNECI,J
1420 CONTINUE

DO 1440 J=1,KK

IF (CBRP(I,J)eLTeSMALL)+AND. (BRP(1,J)<NE«0+0)) SMALL=BRP(1,J)
1440 CONTINUE

KK=NODEI(1,2)

DO 1430 J=1,KK'

IF C(MNECI,J)eLTeSMALL)«ANDe(MNECI,J)«NE.0.0)) SMALL=MNE(1,J)
1430 CONTINUE -

DO 1450 J=1,KK

IF CCBRM(I,J)LTeSMALL)«AND.(BRM(I,J)«NE.0.0)) SMALL=BRM (1, J)
1450 CONTINUE
1400 CONTINUE

IF ((MESS.LT.SMALL)+ANDe(MESSeNE«0+03) SMALL=MESS

IF ¢ (NCHECK +L T+ SMALL) + AND+ (NCHECK :NE+ 003 SMALL=NCHECK

IF ¢ (NHARD.LTeSMALL)«AND. (NHARD.NE«0.02) SMALL=NHARD

IF (SMALL.EQ.32767.0) GOTO 8000

TIME=TIME+ SMALL

IF (NPKT.GE.490) GOTO 8005



3060

4030

40490
4020

4010

4050

t1212

4032
4033
4034
4035
4037
4031

2438

RELEASE PROCESSORS FINISHED WITH

pO 4020 I=1,N

L=NODEICI, 1)

DO 4020 J=1,L

IF (PNECI,J)+EQ.0.0) GOTO 4020
PNEC1,J)=PNE(I,J)-SMALL

IF (PNECIsJ)«NE«0+0) GOTO 4020
DO 4030 K=1,10

IF (PFLCI,K)«EQ.0)> GOTO 4040
CONTINUE

GOTO 4020

PFLCI,K)=J

CONTINUE

RELEASE MEMORY UNITS FINISHED WITH

DO 4010 I=1,N

L=NODEI(I,2)

DO 4010 J=1,L

IF (MNECI,J)«EQ.0.0) GOTO 4010
MNECI, J)=MNECI,J)=-SMALL
MUSE=MUSE+SMALL

IF (MNECI,J)sNE+0.0) GOTO 4010 .
MFLCI,J)=1

MEMORY UNIT FREE AND JOINS FREER LIST
CONTINUE

LL=0

DO 4050 I=1,N

IF (PFL(I,1).EQ.0) GOTO 4950
LL=1 '

CONTINUE

PROCESSOR FAILURE

KK=0

DO 4031 I=1,N

L=NODEICI, 1>

DO 4031 J=1,L

IF (BRP(I,J)+EQ.0.0) GOTU 4031
BRP(I,J)=BRP(I,J)-SMALL

IF (BRP(I,J)sNE.0.0) GOTO 4031
WRITE (2,1212) I,J

FORMATC(' NODE '»I3»° PROCESSOR '» 13
KK=1

IF (PNECI,J)NEe0.0) GOTO 4035
DO 4032 K=1,L

IF (PFL(I,K)+EQ.J) GOTO 4033
CONTINUE

DO 4034 K=K,9
PFL(I,K)=PFL(I,K+1)
PNECI,J)=100.0

NOPR=NOPR=1+0

CONTINUE

IF (KK.EQ.0) GOTO 4038

CALL R10¢10, TPROC)

* FAILED')




4038

1213

4106

4103
4104

4105

4107

4108
4109

4111

4102
4101

MEMORY MODULE FAILURE

DO 4101 I=1,N

L=NODEI(I,2)

DO 4101 J=1,L

IF (BREM(I,J)«EQ.0«0) GOTO 4101
BRM(1,J)=BRM(I,J)-SMALL

IF ¢(BRM(I,J).NE.0.0) GOTO 4101
WRITE (2,1213) I,J

FORMAT(' NODE ',13,' MEMORY MODULE ',13,' FAILED')
MFLCI>J)=0 A
MNE(CI,J)=100.0

LLL=MEMSCI,dJ)

MEMS(¢1, J)=NODEICI,3)

IF (LLL.EQ.0) GOTO 4102
KKK=NBUFICI,2)

DO 4103 KK=1,KKK

IF (NMEM(I,KK).EQ.J) GOTO 4104
CONTINUE

GOTO 4107

DO 4105 KK=KK,KKK-1
NMEMCI,KK)=NMEMCI,KK+1)
NBUFF( 1,KK)=NBUFF(I,KK+1)
LLL=LLL=-1
NBUFICI,2)=NBUFI(I,2)=-1

GOTO 4106

KKK=NBUFI(I,3)

IF (LLL.EQ.0) GOTO 4102

DO 4108 KK=1,KKK

KJ=51-KK

IF (NMEM(CI,KJ)+EQ.J) GOTO 4109
CONTINUE

DO 4111 KK=KK,KKK-1

KJ=51-KK
NMEM(I,KJ)=NMEM(I,KJ=1)
NBUFF(1,KJ)=NBUFF(I,KJ=1)

LLL=LLL~1
NBUF1(I,3)=NBUFICI,3)-1
GOTO 4107
NOMEM=NOMEM-1

CONTINUE

MESS=MESS- SMALL
IF (MESS.GT.0.0) GOTO 4115

2k9




(]

3050

5250

5100

3920

39060

3910

3936

3945

3949
39390

3935

GENERATE MESSAGES
¢ st ke o o ok K ke K K K ok ok ok

GENERATE NO OF HOSTS WITH NEW MESSAGES
caLL GENCCHI1,CH2,CH3,CH4, TOTAL)
IF (TOTAL.GT.MAXH) GOTO 3050

DO 5250 NN=1,NH

IF ¢(TOTAL.LE.HCF(NN)) GOTO 5100
CONTINUE

FEW HOSTS GENERATING MESSAGES
CALL GEN(CAl,CA2,CA3,CA4, TOTAL)
IF ¢(TOTAL.GT.32383) GOTO 5109
CALL CHOP(CUM, TOTAL,CLASS)
RC=CLASS

MESS=RCx*FIA

MESS HOLDS TIME OF NEXT MESSAGE INPUT
IF (NN.EQ.0)> GOTO 3935 '
GENERATE NN HOST NOS WITH MESSAGES
DO 3620 I1=1,NH

CHQC(I)=1

KH=NH

RH=NH

DO 3900 I=1,5

DO 3900 J=1,5

MG(I,J)=0

JJJ=0

CALL RANDCA,B, SUM)

R=SUM

R=R*0.0009765625
HC=IDINT(R*(RH=1.0)+145)
NMG=CHQ(HC)

CALL SUBS(NMG,H,I1I,JJ)
KKK=KH=1

DO 3936 I=HC,KKK
CHQ(I)»=CHQCI+1)

KH=KH-1

RH=KH

JJdd=JJdJd+ L

CALL RANDC(A,B, SUM)

R=SUM

R=R*0.0009765625

IF (R.LT.HNU(CII,JJ)> GOTO 3945
MG(II,JJd)=1

IF (JJJ.LT.NN) GOTOD 39190

DO 3930 I=1,N

HH=H(I)

DO 3930 J=1,HH

IF (MG(I,J)eNE.1) GOTO 3930

IF (HQL (I, J)sLTe32767) GOTO 3940
REJCI,J)=REJ(I»JI)+1

GOTO 39390

HQL(I,J)=HQL(I,J>+1

ONE MORE MESSAGE IN QUEUE
CONTINUE

IF (TIME.EQ.0.0) GOTO 4065

IF NO PROC FREE HANDLE OBS»HI-

UKO - NO PROC REQUIRED

250



Q

4115

2073

c
C
2072
c

2071
2070

HANDLE NODE OUTPUT BUFFER
¢ 2 % 4 o o ok K K e Kok oK o oK o Kk ok

Do 2070 I=1,N

L=LK(I)

DO 2070 J=1,L

IF (NOECI,J)+EQ.0.0) GOTO 2070

ANY PACKETS TO TRANSMIT
NOECI,»J)=NOECI,J)=-SMALL

IF (NOECI,»J)eNE.G.0) GOTO 2078

THIS PACKET NOW READY FOR TRANSMISSION
II=NET(1,J)

JJ=NETB(I, J)

IF (NIECII,JJ).EQ.0.0) GOTO 2073
NOECI,J)=NIECII,»JJ) :

GOTO 20790

NIBCII,JJ)=NOBC(I,J)

PACK=NOB(I,dJ)

TYPE=PKT(PACK, 3)

ONLY RETRANSMIT MESSAGE PACKET

IF ¢(TYPE.NE.0) GOTO 2072
BRNOECI,J)=0.1

RNOB(I,J>=NOB(I,J

NOBCI,»J)=0

AUTOMATIC RETRANSMISSION OF MESSAGE 1F ACKNOWLEDGEMENT
NOT RECEIVED WITHIN 0.1 SECONDS

GOTO 2071

NOB(1,J>)=0

CLEAR BUFFER WHICH CONTAINS CONTROL MESSAGE
NIE(II;JJ)=SMALL+D-000001

CONTINUE
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7030

T334

TONg

I
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TAash
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>
w
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HANDLE HOST

sk w ok Se

3

RS

INPUT BUFFERS

sheshosg b e iR PPV oot ko

po 7019 I=isN

LJ=3Cl)

Do 7610 J=1,LJ

IF (HMIE(T2d)eX

Ns 002 GATO 7910

HNIECL o JI=HNIECT > J)= SMALL

IF (HNYECI,J)aNEe0s0) GOTO 7010
PACK=HIBCI, )
TYPE=PKT(PACKs 3)

IF (TYPE

o 5

043 G0TO

7015

iF (TYPE.NEs3) GOTD 7030
PACK,VEC NRECs TIMEs

Catll, L.nhx IS{PKT,TRPIN

XPTY: TPTs LI"J’UL.»TI‘ T, SNCs BNC?

REC:’)RD PKT
NPKT=NPKT~1

HIBCIs )

=0

STATISTICS AND DELETE PKT ¥FROM

HNIECI»Jd=0a0
s Qs 3) GﬂlD 7040
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corTo 7 0 1
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0

malys
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7040
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GOTO 701
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0
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c INFORM SOURCE TO SEND NEXT PACKET

7091 PKTCJJs 1 )=PKT(PACK, 2)
PKT(JJs 2)=PKT(PACK, 1)
PKT(JJ»3)=3
TPIN(JdJs 1)=TIME
HCBIC(I,J»2)=HCBIC(I,Jds2)+1
K=HCBI(I,dJ»2)
HCB(1,JsKI)=ddJ
NPKT=NPKT+2

c TwO MORE PACKETS IN SYSTEM
TPINC(PACK,2)=TIME
c REAL THRUPUT TIME OF MESSAGE PACKET
- GOTO 70180
C SEND NEXT PACKET

7040 PACK=RHOB(I,dJ)

RHOB(1,J)=0

RHDE(1,J)=0.0

IF (HPBI(1,Js2)«GE«(HPBI(I>Js1)-1)) GOTO 7032
CALL TRANS(PKT;TPIN:PACK;VEC,NREC:TIME;
XPTY» TPT» TIN,ML, TMTs SNC»RNC)
NPKT=NPKT-1

CALL ISUBS(NMG,H,I1,J)
HPSN(CI,J)=HPSNC(I,J)+1 ’ '

IF (HPSN(I,J)eLE.HPM(I»J))D GOTO 7085
IF (HQL(I,J)+«EQ.0) GOTO 7010
HQL(1,JY=HQL(I,J)-1

c GENERATE NEW MESSAGE INFORMATION
HPSN(I,J)=1
c GENERATE MESSAGE DESTINATION
7096 CALL RANDCA,B,SUM)
R=SUM

R=R*0.0009765625
L=IDINTC(R*(HN=1¢02+1+5)
IF (L.EQ.NMG) GOTO 7096
HMD(1,J)=L
C GENERATE MESS OF MEAN LENGTH 1
7098 CALL GEN(CP1,CP2,CP3,CP4, TOTALD
IF (TOTAL.GT.32383) GOTO 7098
CALL CHOP(CUM, TOTAL,CLASS)
RC=CLASS
IF R <= MMR GENERATE SHORT MESSAGE
C FLSE GENERATE LONG MESSAGE
CALL RANDCA,B, SUM)
R=SUM
R=R*0.,0009765625 .
IF .GT.MMR) GOTO
C SCAﬁg ﬁési OF MEAN 1 TO SHORT MESS MEAN MS3M
L=IDINT(RC*FSM+0999)
GOTD 7089
C SCALE7&ESS oF MEAN. 1 TO LONG MES
7088 L=1DINT¢(RC*FLM+0.999)]

Q2

S MEAN MLM




7089
7085

7010

4215
4210

42825
4220

4055

HPM(I,J)=L

PKT(PACK, 1)=NMG
PKT(PACK,2)=HMD(I, J
PKT(PACK, 3)=0"
PKTC(PACK, 4)=HPSN(1,J)
PKT(PACK, 5)=HPM(1, )
TPIN(PACK, 1)=TIME
NPKT=NPKT+1
HPBI(I,J,2)=HPBI(l,Jds2)+1
K=HPBI(I,J,2)
HPB(1,JsK)=PACK
CONTINUE

IF (LL.EQ.1> GOTO 4055

UPDATE EVENT TABLES WHICH REQUIRE PROCESSORS

DO 4210 I=1,N

L=HCI)

DO 4210 J=1,L

IF (HNOECI,J)«ER.0.0) GOTO 4210

IF (HNOECI,J).GT.SMALL) GOTO 4215

TRY AGAIN WHEN NEXT PROCESSOR RELEASED
CALL NPR(¢I,NODEI(I,1),PNE,HNOEC(I,J))
GOTO 4210

HNOE(¢I, J)=HNOECI,dJ)=-SMALL

CONTINUE

DO 4220 I=1,N

L=LK(I)

DO 4220 J=1,L

IF (NIECI»J)+EQ.0.0) GOTO 4220

IF (NIECI,dJ).GT.SMALL) GOTO 4225

CALL NPR(I,NDDEI(I:l),PNE;NIE(I,J))
GOTO 4220 _
NIECI,J)=NIECI,J>=-SMALL

CONTINUE

GOTO 4065

DO 5999 I=1,N

UPRP(1)=PORD(I, 1)

UPRP(2)=PORD(I,2)

UPRP(3)=P0ORD(1,3?

UPRP(4)=PORD(1, 4)

NPROC=0

PNQO=0 _

NPROC 1S THE NEXT PROCESS NUMBER

CALL pRDC(x,pDaD,UPRP,NPRDC,PFL<I:1>:PND>
GOTO <1999,2999,3999,4999,5999) » NPROC
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c INPUT PACKETS FROM HOSTS INTO NETWORK
c sk ko ok e ok 3 3k oK K kK K K K ok K oK ok sk i % ok K 3k ok ok ok ok kK oK ok ok K

1999 0CC=0.0
LJ=H(I)
IF (PFL(I,1).NE.0) GOTO 4135
DO 4136 J=1,LJ
IF (HNOECI»J)«EQ.0.0) GOTO 4136
IF (HNOECI,J)+GT.SMALL) GOTO 4138
CALL NPRCI,NGDEICI,1),PNE,HNOECI,J))
GOTD 4136
4138 HNOE(I,J)=HNOECI,J)=SMALL
4136 CONTINUE
GOTO 4131
4135 DO 7500 J=1,LJ
IF (HNOE(I,J)+EQ.0.0) GOTO 7500
HNOECI,»J)=HNOECI,J)=SMALL
IF (HNOE(CI,J).NE.0.0) GOTO 7500
K=HOB(1,J)
TYPE=PKT(K,3)
DEST=PKT(K,2)
IF (TYPE.NE.2) GOTO 7510
c NODE - HOST ACK
CALL TRANS(PKT, TPIN,K,VEC,NREC, TIME,
XPTY, TPT» TIN» ML, TMT, SNC» RNC)
NPKT=NPKT-1
0CC=0CC+2+ 0%NSP(1,3)
HOB(I,J)=0
RHIB(I,J)=0
RHIECI,J)=0.0

C RETRANSMISSION NOT REQUIRED

GOTO 75080
C CAN NOW TRANSFER PKT READY FOR NETWORK TRANSMISSION
7510 IF ((CBUFI(I:2)+CBUFI(I:3)).LT.CBUFI(I:1)) GOTO 7520
C SYSTEM FULL TRY AGAIN IN 0.0000001 SECS
7540 HNOE(I,J)=0.0000001

GOTO 7500
¢ HANDLE SNM PKT

7520 IF (TYPE.NE.3) GOTO 7530
CALL SUBS(DEST,Hs ILKs JLKD
IF (ILK.NE.I1) GOTO 7521

C PKT DESTINATION AT SAME NODE
CBUFI(I,2)=CBUFI(I,2)+1
K=CBUFI(I,2)
GOTD 7522

7521 CBUFICI,3)=CBUFICI,3)+1
K=51-CBUFI(I,3)

7522 CBUFF(I,K)=HOB(I1,J)
HOB(1,J)=0
0CC=0CC+2. 0%*NSP(I,3)
G

7530 IETE(;2831<1,2)+NBUF1<1,3>>.GE.NBUF1<1,1)) GOTO 7540
IF (NPKT.GE.499) GOTO 7540
KK=NODEI(I,2)

&/




7581

7582

aa

7570
7580

7500

4131

pO 7550 M=1,KK
1S MEMORY UNIT M FREE

IF (MFL¢I,M).EQ.0) GOTO 7550

1S THERE ROOM IN M TO STORE ONE MORE PACKET

IF (MEMSCI,M).LT.NODEI(I1,3)) GOTO 7560

CONTINUE

TRY AGAIN WHEN NEXT MEMORY UNIT FREE
CALL NPR(I,NODEICI,2),MNE,HENOECI, J))

WRITE (2,7551)

FORMAT(® INPUT PKTS INTO NETWORK - NO MEMORY AVA ‘

. GOTO 7500 ) HLABLED
'NO MEMORY UNIT CAN STORE PACKET

'SET MEMORY M BUSY

MFLCI,M)=0

NEXT MEMORY EVENT IN TIME TO STORE A PACKET

MNE(1,M)=NSP(1,2)

INCREMENT NO OF PKTS IN MEM UNIT M BY 1

MEMS(I,M)=MEMS(I,M)+]
CALL SUBS(DEST,H,ILK,JLK)
IF (ILK.NE.I)> GOTO 7581
PKT DEST AT SAME NODE
NBUFI(1,2)=NBUFI(I1,2)+1
L=NBUF1(1,2)

GOTO 7582
NBUF1(¢1,3)=NBUFI(I,3)+!

PUT PACKET INTO NODE DUTPUT BUFFER

L=51=-NBUFIC(I,3)
NBUFF(I,L)>=HOB(I,J}
NMEM(1,L)=M

MEMORY UNIT PACKET STORED
RHOE(I,J)=0.1
RHOB(1,J)=HOB(1,J)
HOB(I,J)=§

AUTOMATIC RETRANSMISSION WITHIN C.

IN

ACK HOST - NODE PACKET TRANSFER

DO 7570 1I=1,500

IF (PKT(11,1).EQ.0) GOTO 7580

CONTINUE
PKT(I1,1)=1+100
PKT(I11,2)=PKT(K,1)
PKT(11,3)=4
TPINCII,1)=TIME
NPKTaNPKT+!
CBUF1(1,2)=CBUFI(I,2)+l]
K=CBUFI1(I,82)
CBUFF(1,K)=11l

UCC!DCC*Q.O*NSP(I:2)+2-U*NSP(I:S)

CONTINUE

IF (DCC.EQ.0.0) GOTO 4131
CALL ALLOC(I,PFL,PNE,P»
CONTINUE

CALL PRDC(I,PDRD:UPRP;NPRDC:

GOTOD (1999,2999.3999,4999,

gcc, TPROC)

5999 »

5 SECS

pFL(I:l)sPND)

NPROC
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aQ

2999

4148
4146

4145

6055
6045

60380
6130

6135

HANDLE NODE INPUT BUFFERS‘
ook R Kok e K K KKK K KA KR KKK

L=LKC(I)

IF (PFLCI,1).NE.0> GOTO 4145

DO 4146 J=1,L

IF (NIECI,J)«EQ.0.0) GOTO 4146

IF (NIECI»J)>+GT.SMALL) GOTO 4148
TRY AGAIN WHEN NEXT PROCESSOR RELEASED
CALL NPRCI,NODEICI,1),PNE,NIECI,J))
GOTD 4146 |

NIECI, J)=NIECI,J)=-SMALL

CONTINUE . ,

GOTO 4141

DO 6020 J=1,L

IF (NIECI,J)«EQ.0.0) GOTO 6020
ANY O/P - I/P
NIECI,J)=NIECI,J)-SMALL

IF (NIECI»J)+NE«0.0) GOTO 6020
PACK=NIB(I1,J) _
PKT NO BEING HANDLED
PD=PKT(¢PACK, 2)

PACKET DESTINATION
TYPE=PKT(PACK, 3)

TYPE OF PACKET

IB=PKT(PACK» 4)

PKT NO WHICH IS BEING ACK

IF (TYPE.NE.1) GOTO 6030

LOCAL CNT - NODE TO NODE TRANSFER

CALL TRANS(PKT;TPIN:PACK:UEC:NREC:TIME;

7

XPTY> TPT, TIN,ML, TMT, SNC» RNC)

RECORD PKT STATISTICS AND DELETE PKT FROM SYSTEM

DO 6055 JJd=1,5
IF C(RNOBCI,JJ).EQ.IB) GOTO 6045

CONTINUE

RNOB(I,JJ)=0
RNOE(I,JJ)=0.0
NIBCI,J)=0
NPKT=NPKT-1
RECORD TIME TO HANDLE PROCESS
0CC=0CC+2.0%NSP(I,2)

GOTO 6020

IF (NPKT.LT.500) GOTO 6133
NIECI,J)=0.0000001

GOTO 6020

IF (C(CBUFI(I,2)+CBUFICI.
IF (TYPE.NE.3) GOTO 6140
0CC=0CC+2.0%NSP(I1,3)
NIBCI,J)=0

CALL SUBS(PD,H,I11,JJ)

IF ¢(II.EQ.1) GDTD 6025

257
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aaQ

6040

6050

CNT PACKET NOT AT DESTINATION

CBUFI(1,3)=CBUFI(I,3)+1
K=51-CBUFI(I1,3)
CBUFF(1,K)=PACK
GOTO 6020 '

PACKET LEFT IS ONE AT DESTINATION

CBUFI(I,2)=CBUFI(I,2)+1

K=CBUFI(I,2)

CBUFF ( I,K)=PACK

GOTD 6020 ' -

IF C((NBUFI(I,2)+NBUFI(I,3))«GE«(NBUFI(I,1)))
KK=NODEI(1,2)

DO 6145 M= 1,KK

IS MEMORY UNIT FREE

IF (MFLCI,M).EQ.0) GOTO 6145

1S THERE ROOM TO STORE ANOTHER PACKET

IF (MEMS(I,M).LT.NODEI(I,3)) GOTO 6165
CONTINUE »

TRY AGAIN WHEN NEXT MEMORY UNIT RELEASED
CALL NPR(I,NODEICI,2),MNE,NIECIsJ))

WRITE (2,6113)

FORMAT(' NODE INPUT - NO MEMORY AVAILABLE®)
GOTO 6020

NO MEMORY UNIT CAN STORE A PACKET

SET MEMORY UNIT M BUSY

MFLCI,M)=0

NEXT MEMORY EVENT IN TIME IT TAKES

TO STORE A MESSAGE PACKET
MNECI,M)=NSP(I,2)

MEMS(CI,M)=MEMSCI,M)+1

INCREMENT NO OF PKXTS HELD IN MEMORY UNIT M
FIND FREE SLOT FOR ANOTHER PKT

DO 6040 1I=1,500

IF (PKT(CII»1).EQe0) GOTO 6050

CONTINUE
ACK PKT RECEIVED

PKTCII,1)=1+100
KK=SNET(I,dJ)
PKT(11,2)=KK+100
PKT(I1,3)=1
PKT(II,4)=PACK

KNOW WHICH PACKET WE ARE ACK
TPINCII,1)=TIME
CBUFICI,3)=CBUFI(I,3)+!
K=51~-CBUFI(1,3)
CBUFF(I,K)=II
NPKT=NPKT+1

NIBCI,J)=0

CALL SUBS(PD,HsI11sJJ)
IF (I1.EQ.I) GOTO 6060

GOTO 6130
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c PACKET NOT AT DESTINATION

NBUFI(1,3)aNBUFIC(I,3)+1
K=51-NBUF1(I1,3)

NBUFF (1,K)=PACK
NMEM(I,K)=M

GOTO 6020

¢ PACKET LEFT IS ONE AT DESTINATION

6060 NBUFI(I:2)'NBUFI(I,2)+1
K=NBUFI(I,2)
NBUFF(I,K)=PACK
NMEM(I,K)=M
C RECORD TIME TO HANDLE A PACKET AND CONTROL PACKET
OCC=0CC+2. 0%NSP(1,2)+2.0%NSP(I,3)
6020 CONTINUE
1F (OCC.EQ.0.0) GOTO 4141
CALL ALLOC(C1,PFL,PNE,P,0CC, TPROC)
4141 CONTINUE
CALL PROC ¢ I, PORD, UPRP, NPROC, PFL (I, 1), PN
GDTU (1999:2999;3999;4999:5999) » NPROC



3999

4168

4166

5610
5600

4165

7700

aQo

1740

7730

a0

7750

7710

7760

UPDATE HOST INPUT BUFFERS
s st o e K e o el el e e e ok ok ok o

pcc=0.0

LJ=HC(ID :

1F (PFL(I,1).NE.0) GOTO 4165

pO0 4166 J=1,LJ

IF (HNIECI>J)«EQeD+0) GOTD 4166

CALL NPR(I,L,NODEICI,1),PNE,HNIECI»J))

GOTO 4166

HNIECI,»J)=HNIECI,J)-SMALL

CONTINUE

DO 5600 J=1,LJ

IF (RHIEC(I,J)+EQe0.0) GOTD 5600

IF (RHIE(I»J)«GT.SMALL) GOTO 5610

CALL NPR(I,NODEI(I,1),PNE,RHIE(I,J))

GOTO 5600

RHIE(CI,J)=RHIE(I,J)=-SMALL

CONTINUE

GOTO 4161

DO 7780 J=1,LJ

UPDATE RETRANSMISSION TIME

RP=0

IF (RHIB(I,J).EQ.0) GOTD 7700
RHIECI,J)=RHIE(I,J)=SMALL

IF (RHIECI,J).GT.0.0) GOTO 7700

RP=1 :

IF (HNIECI,J).NE.0.0) GOTO 7710

PACKET STILL WAITING FOR TRANSMISSION

IF (HIBCI,J).NE.0) 60TO 7710

IF ZERO BUFFER FREE, ELSE WAI TING FOR ACKNOWLEDGEMENT
CALL ISUBS(NMG,H,I,J) '

CHECK IF ANY CNT MESSAGES FOR HOST(I»J)

IF (CBUFI(1,2)+EQ.D) GOTO 7720

NO CONTROL PACKETS TO TRANSMIT

SEARCH CBUFF 1/P FOR PKT WHOSE DEST 15 HOST(I,J)
LLL=CBUFIC(I,2)

DO 7740 L=1,LLL

PACK=CBUFF(I,L)

DEST=PKT(PACK,2)

IF (DEST.EQ.NMG) GOTO 7730

CONTINUE

GDTD 7720 :

HIB(1,J)=CBUFF(I,L)

HNIECI, J)=HCLR(I»J)

CBUFI(I:2)=CBUFI(I;2)°1

ONE LESS PACKET IN BUFFER

NOW SHIFT QUEUE UP

LLL=CBUFI(I1,2)

DO 7750 L=L,LLL

CBUFF(I;L)=CBUFF(I;L+1)

0CC=0CC+2. 0%xNSP(1,3)
IF (RP.EQ.0) GOTO 7780
IF (HNIECI,J)«EQe0.0)
RHIECI, J)=HNIE(I,J)
GOTO 7780
RHIECI,J)=0.0000001
GOTO 77880

GoTO 7760
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7720

7770

7785

7790

[ep]

7795

7780

4161

NOW DEAL WITH FULL LENGTH PACKETS-

IF (RP<EQ.0) GOTO 7770
RETRANSMISSION OF PACKET REQUIRED
HIB(1,J)=RHIB(I,J)
HNIECIs»J)=HPLRCI,dJ)
RHIECI,JI)=0.1
gCcC=0CC+2.0%xNSP(1,2)

GOTO 7780

IF (NBUFICI,2).EQ.0) GOTO 7780

NO MORE PACKETS TO TRANSMIT :
SEARCH NBUFF 1/P FOR PACKET WHOSE DEST IS HOST(I,dJ)
LLL=NBUFI(I,2)

DO 778S L=1,LLL

PACK=NBUFF(I,L)>

DEST=PKT(PACK, 2)

IF (DEST.NE.NMG) GOTO 7785
MEM=NMEM(I,L)

CHECK NOW IF MEMORY UNIT FREE

IF (MFL(I,MEM).EQ.1) GOTO 7790
CONTINUE

GOTO 7780

HIB(I,J)=NBUFF(I,L)
HNIECI»J)=HPLRC(I,J)
NBUFI(1,2)=NBUFI(I,2)-1

ONE LESS PACKET IN BUFFER

NOW SHIFT BUFFER QUEUE UP

"LLL=NBUFI(I,2) :

DO 7795 L=L,LLL

NBUFF(1,L)=NBUFF(I,L+1)
NMEM(I,L)=NMEM(I,L+1)

MFL(I,MEM)=0

MEMORY UNIT SET BUSY
MNE(I:MEM)=NSP(I:2) l

MEMGRY UNIT OCCUPIED FOR TIME REQD T0 EXTRACT PKT
MEMS(I;MEM)=MEMS(I,MEM)-1

ONE LESS PKT IN MEMORY UNIT
OCC=0CC+2.0*NSP(I1,2)

CONTINUE

IF (OCC.EQ.0.0) GOTO 4161

CALL ALLDC(I,PFL:PNE;P,DCC;TPRDC)
CONTINUE

CALL PRDC(I,PDRD,UPRP:NPRDC;PFL(I,1);PND)
GOTO (1999,2999,3999;4999;5999) » NPROC
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4999

4178
4176

5660
5650

4175
6051

6100

6000

UPDATE NODE OUTPUT BUFFERS

sk ok ok ok o e K ok ok ok ok kK ok K

GCC:D- 0

LJ=LK(I)D

1F (PFL(I,1)eNE.0)
DO 4176 J=1,LJ

IF (NOECI»,J)+EQ.0.

IF (NOECI,J).GT.SMALL) GOTO 4178

3 3 e ok koK

GOTO 4175

0) GOTO 4176

cAaLL NPRC(ILNODEI(I,1),PNE,NOE(I,J))

GOTO 4176
NUE(I:J)=NDE(I:J)‘
CONTINUE

DO 5650 J=1,LJ

IF C(BNOE(CI,J)+EQe0.0) GOTO 5650
IF (RNOE(I»J).GT.SMALL) GOTO 5660

SMALL -

CALL NPR(CI,NODEICI,1),PNE,RNOE(I,J))

GDOTO 5650

RNOECI»J)=RNOE(I,J)=~SMALL

CONTINUE

GOTO 4171

DO 6051 J=1,5
AVAIL(J)=0

AA=0

K=LK(I)

DO 6110 J=1,K

IF (NOECI,J)+NE.OQ.

PACKET STILL WAITING FOR

IF (NDBC(I,J)eNE«0)

IF ZERO BUFFER FREE, ELSE PACKET H

avalL(Jy)=1
Af=AA+1
CONTINUE

0) GOTO 6110

GOTO 6110

TRANSMISSION

ELD AWAITING ACK

AVAIL HOLDS BUFFERS AVAILABLE FOR USE
UPDATE TRANSMISSION TIME

DO 6000 J=1,K
IF (RNOB(I,J)«EQ.0

) GOTO 6000

RNDECI,J)=RNDE(I;J)-SMALL

IF (RNODE(I,J)+GTe0
IF (AVAIL(J).NE.D)
RNOECI,J)=NOEC(I»J)
GOTO 6000
AVAIL(J)=0

AA=AA-]
NDB(I:J)=RNDB(I)J)
NOEC1,J)=NPLR(I,J)
RNOE(CI,J)=0.1

.0) GOTO 60060
GOTO 6100

OCC=0CC+2.0%NSP(I,2)

CONTINUE

IF (CBUFI(I,3).EQ.
ANY CONTROL PACKET
BBB=AA
QL=CBUFI(I,3)
NOP=50

g) GOTO 6410
g TO0 OUTPUT
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6326

60890

6700
6710

6720

6090
6093

6350

<«

62790

6300

6340

6342

NTON=0

IF ((51=-CBUFI1CI,3)).GT.NOP) GOTO 6400

IF (AA.EQ.0) GOTO 6400
NO BUFFER FREE

PACK=CBUFF (1,NOP)

PACKS=PKT(PACK, 1)

{F (PACKS.LT.100) GOTO 6080

SOUR=PACKS~-100

NTON=1 INDICATES THAT PACKET REQUIRES DIRECT ROUTE

NTON=1
DEST=PKT(PACK,2)-100
GOTO 6090

IF (PACKS.LT.108) GOTO
SOUR=PACKS-100

GOTO 6718

67680

CALL SUBS(PACKS,Hs SOUR, JJ)

PACKD=PKT(PACK,2)

IF (PACKD.LT.100) GOTO
DEST=PACKD-1010

GOTO 6090

6720

CALL SUBS(PACKD,H,DEST»JJ)

SOUR=PKT NODE SODURCE,DEST=PACKET DEST NODE

J=1

1IF (AVAILCJ)+EQ.0) GOTO 6300

KK=NET(I,J)

KK=DEST NODE

IF (DEST.NE.KK) GOTO 6
PKT FOUND FOR NODE KK
AA=AA-1

AVAIL(J)=0 ,
NOB( 1, J)=PACK

NOECI, J)=NCLR(I,dJ)
CBUFI(I,3)=CBUFI(I,3)~

300

1

ONE LESS PACKET IN O/P BUFFER

NOW SHIFT QUEUE UP
KK=CBUFI(1,3)-¢50-NOP)
LLL=NOP

DO 6270 I1I1=1,KK.

CBUFF(I,LLL)=CBUFF(I,LLL" 1)

LLL=LLL~-1

GOTO 6326

J=J+1

IF (J.LE.K) GOTO 6093
NO DIRECT NODE FOUND

IF (NTON.EQ.1) GOTO 634 45

NODE TO NODE ACK REQUI
DO 6340 J=1,K
BFLCJ)=0

IN=0

DO 6342 J=1,K

RES DIREC

IF (AVAILC(J).EQ.0D) GOTO 6342 A2
IF (NETCI,dJ)eEQeSOUR) GOTO 634

PKT NOT REROUTED BACK
IN= IN+1

BFLCIN)=J

CONTINUE

THRU SOUR

T ROUTE

CE NODE
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6343

6345

6400

6410

63290
6325

6081

6091
6092

6351

NO BUFFER AVAILABLE FOR CURRENT PKT
IF C(IN.EQ.0) GOTO 6345

IF (IN.GT.1) GOTO 6343
ONLY ONE BUFFER AVAILABLE
J=BFL(1)

GOTO 6350

SELECT RANDOM OUTPUT BUFFER
CALL RANDCA,B, SUM)

R= SUM

R=R*0.0009765625

IF (R.LE.0.0001) GOTO 6343
RIN=IN o
JJJ=INT(R*RIN+0.9999)
J=BFL(JJJ)

EXTRACT REQUIRED BUFFER NO

- GOTO 6350

NOP=NOP-1

GOTD 6326

AAA=AA

BEB=BBB-AAA

1F (BBB.EQ.0.0) GOTO 6410
0CC=0CC+QL*NSP(I1,1)+2.0*BBB*NSP(I,3)
IF (NBUFI(I1,3).EQ.0) GOTO 6210

THIS NODE HAS NO PACKETS TO TRANSMIT
QL=NBUFI(I,3)

BBB=AA

NOP=50

NTON=0

IF ((S51=-NBUFICI,3)).GT.NOP) GOTO 6200
IF ¢(AA.EQ.0) GOTO 6200

NO BUFFER FREE

"MEM=NMEM(I,NOP)

IF (MFL(I,MEM).NE.1) GOTO 6346
1S MEMORY FREE

PACK=NBUFF (1,NOP)

PACKS=PK T(PACK» 1)

IF (PACKS.LT.100) GOTO 6081
SOUR=PACKS~100

NTON=1 INDICATES THAT PACKE
NTON=1 :
DEST=PKT(PACK,2)~-100

GOTO 6091

CALL SUBS(PACKS»,Hs SOURs JJ)
PACKD=PKT(PACK»2) ) ud
CALL SUBS(¢PACKD,H,DEST,
SDUR=PAC§ET NODE SOURCEs DEST=PACKET DEST NODE
J=1

IF CAVAIL(J).EQ.0) GOTO 6301

KK=NET(I,J)

KK=DEST NODE

IF (DEST.NE.KK) GOTO 6301

PACKET FOUND FOR NODE KK

AA=AA~- 1

AVAILCJ)=0

NOB( I, J)=PACK

NOECI,J)=NPLRC(I,J)

NBUFI(¢I,3)=NBUFI(I,3)-1

ONE LESS PKT IN OUTPUT BUFFER

T REQUIRES DIRECT ROUTE
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6271

6341

6348

6349

6346

6200

6210

4171

5999

NOW SHIFT QUEUE UP

KK=NBUFI (I,3)=-(50-NOP)

LLL=NOP
pg 6271 1I=1,KK
NBUFF (I,LLL)=NBUFF(I,

LLL-1)

NMEM(1,LLL)=NMEMCI,LLL-1)

LLL=LLL-1

MFL ¢ I, MEM)=0

MEMORY UNIT SET BUSY
MNECI,MEM)>=NSP(1,2)

MEMORY UNIT OCCUPIED FOR TIME REQD TO EXTRACT PACKET

MEMSCI,MEM)=MEMS(I,MEM)~-1
ONE LESS PACKET IN MEMORY UNIT
" . GOTO 6325

J=d+1

IF (J.LE.K) GOTOD 6092

NO DIRECT NODE FOUND

IF (NTON.EQ.1> GOTO 6346
NODE TO NODE ACK REQUIRES DIRECT ROUTE

DO 6341 J=1,K
BFL(J)=0

IN=0

DO 6348 J=1,K

IF (AVAILCJ)«-EQ.0> GOTOD 6348

IF (NET(I,J)«EQ.SCUR)

GOTO 6348

PKT NOT REROUTED BACK THRU SOURCE NODE

IN=IN+1
BFLC(INI=J
CONTINUE

NO BUFFER AVAILABLE FOR CURRENT PKT
IF (IN.EQ.0) GOTO 6346

IF (IN.GT.1) GOTO 6349

ONLY ONE BUFFER AVAILABLE

J=BFL(1)

GOTO 6351

SELECT RANDDM QUTPUT
CALL RAND(A,B, SUM)
R=SUM
R=R*0.0009765625

RIN=1IN
JJJ=INTC(R*RIN+0.9999)
J=BFL(JJJ)

BUFFER

" IF (R.LE.0.0001) GOTO 6349

EXTRACT REQUIRED BUFFER NO

GOTO 6351

NOP=NOP-1

GOTO 6325

AAA=AA

BBB=BBB- AAA

IF (BBB.EQ.0.0) GOTO
DCC=0CC+QLANSP(I,1)+2
CONTINUE

IF (0CC.EQ.0.0) GOTO
CALL ALLOC(¢1,PFL,PNE,
CONTINUE

CALL PRDC(I,PDRD,UPRP
GOTO €1999,2999,3999
CONTINUE

6210
. 0xBBB*NSP(1,2)

4171
p, 0CCs TPROC)

)
0c PFL(1,1),PNO
» NPRUL? NPROC

4999, 5999)
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4065

7250

72490
7300

7149

7200

7210

Ti10
7120

BRING PACKETS INTO HOST OUTPUT BUFFERS
**************************************

pg 7000 I=1,N

K=H(I)

po 70600 J=1,K

UPDATE RETRANSMISSION TIME
RP=0

IF (RHOB(I,J)-EQ.0) GOTO 7250
RHOE(I,J)=RHOEC(I,J)-SMALL

IF C(RHOE(I»J)«GT.0.0) GOTO 7250
RP=1

IF (HNDE(I,J)eNE«0.0) GOTO 7300
PACKET STILL WAITING FOR TRANSMISSION
IF (HOB(I,J).NEe.0) GOTO 7300

IF ZERO BUFFER FREE, ELSE AWAITING ACK
IF (HCBI(I,J»2).EQ.0) GOTO 7260
ANY CONTROL MESSAGES TO OUTPUT
HOB(I1,J)=HCB(Il,J»1)
HNOECI,»J)=HCLR(I,J)
HCBI(I:J:2)=HCBI(I;J,2>-1

ONE PKT LESS IN BUFFER

SHIFT QUEUE UP

L=HCBI(I,J»2)

DO 7240 LJ=1,L
HCB(I,J,LJ)=HCB(I,J,LJ+1)

"IF (RP.EQ.0) GOTO 7000

IF (HNOECI,J)«EQ.0.0) GOTO 7140
RHOEC1,J)=HNOE(CI,J)

GOTO 7000

RHOECI,J)=0.0000001

GOTO 7008 '

NO CONTROL PACKETS TO QUTPUT
IF (RP.EQ.0) GDTO 7210

HOB(I, J)Y=RHOB(I,J?
HNOECI,J)=HPLR(I,dJ)
RHOECI,J)=0.1

RETRANSMISSION OF PACKET REQUIRED
GOTO 7000

IF (RHOE(CI,J).NE.0e0) GOTO 7000
IF (HPBI(IsdJs»2)NE.D) GOTO 7100
IF (HQL(I,J).EQ.0) GOTO 7060 .
NO MORE MESSAGES

IF (NPKT.EQ.500) GOTO 7000
HQL(IJJ)=HQ1.(IJJ)‘1

INPUT NEW MESSAGE INTO SYSTEM
DO 7110 11=1,500

IF (PKT(II,1).EQ.0) GOTO 7120
CONTINUE

CALL ISUBS(NMG,H»I,»J)
PKT(II,1)=NMG
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7130

7600

7078
7079

7100

1041
7000

GENERATE MESSAGE DESTINATION
CALL RANDCA,B, SUM)

R=SUM

R=R*0. 0009765625
NNN=IDINTC(R*(HN=1e0)+1.5)
IF (NNN.EQ.NMG) GOTO 7130
HMD(¢ I, J)=NNN
PKTC(11,2)=NNN .
PKT(11,33=0

HPSN(I,dJ)=1

PKTC(II,4)=1

GENERATE MESS OF MEAN LENGTH 1
CALL GENCCP1,CP2,CP3,CP4, TOTAL)

IF (TOTAL.GT.32383) GOTO 7600
CALL CHOP(CUM, TOTAL, CLASS)
RC=CLASS

IF R <= MMR GENERATE SHORT MESSAGE

ELSE GENERATE LONG MESSAGE
CALL RANDCA, B, SUM)

R=SUM

R=R*0.0009765625

IF (R.GT.MMR) GOTO 7078

~ SCALE MESS OF MEAN | TO SHORT MESS MEAN MSM
NNN=IDINTCRC*FSM+0.599)

GOTO 7079

SCALE MESS OF MEAN 1 TO LONG MESS MEAN MLM

NNN=IDINTCRC*FLM+0.999)
PKTC(II,S5)=NNN
HPM(I,J)=NNN

TPINCII, 1)=TIME
NPKT=NPKT+1!

'ONE MORE PACKET IN SYSTEM

HPBIC(I, J,2)=1

HPB(1,J, 1)=11

HOB(1, J)=HPB(I,dJd> 1)
HNOEC1,J)=HPLRC(I,J)
HPBI(I:J:Z):HPBI(I,J,Q)-l
ONE LESS PACKET IN BUFFER
NOW SHIFT BUFFER QUEUE UP
L=HPBI(I, Js,2)

DO 7041 LJ=1,L

HPBCI,JsLJ)=HPB(I,JsLJ+ 1)
CONTINUE ‘
NCHECK=NCHECK~- SMALL
NHARD=NHARD- SMALL

IF (NCHECK.NE.0.0) GOTO 3305

267



3305

3306

3308

3307

3300

QUTPUT CURRENT SYSTEM STATE DATA

XNREC=NREC

TNREC=TNREC+XNREC
MNREC=NREC

NREC=10

NCHECK=CHECK :
IF (NHARD.NE.0.0) GOTO 330
TQL=0 :

MINQL=32767

MAXQL=0

AVQL=0

K=0

pO 3306 I=1,-N

L=HCD)

DO 3306 J=1,L

HHH=HQL (I, J)J

IF (HHH.EQ.0) GOTO 3306
TQL=TQL+HHH

IF (HHH.LT.MINQL) MINQL=HHH
IF (HHH.GT.MAXQL) MAXQL=HHH
K=K+ 1

CONTINUE o

IF (MINQL.EQ.32767) MINQL=0
IF (K.EQ.0) GOTO 3307
TTQL=TGQL

TK=K

AVQL=INTC(TTQL/ TK+0.5)

. PU2=000

DO 3308 I=1,N

II=NODEICI, 1)

DO 3308 J=1,11

IF (PNECI,J)«GTel1l.0) GOTO 3308 .
PU2=PU2+ TPROC(I,J)

CONTINUE
PU1=((PU2-PU1)/(NDPR*HARD))*!OOoD
ITI=INT(PU1+0.5)
MUSE=(MUSE/(NDMEM*HARD))*100-0
JJJ=INT(MUSE+0.5) )

WRITE (2,9105) TIME:NPKT:MNREC,TNREC:
XHQL(1,2),HQL(1;3):HQL(2:l);
XHQL(3;2),HQL(3;3);TQL;MINQL;

NHARD=HARD

PUl=FU2

MUSE=0.0 .
IF (TIME.LT.LGSIM) GOTO 5000
WRITE (2,9700) TIME
WRITE (2,9702) EXEC
WRITE (2,9600) PTY(1)»
WRITE (2,9610) TPTClJ>
WRITE (2,9620) SNC(1)>
WRITE (2,9630) RNC(1)>
F=0.0

FX=0.0

HQL(2;2);HQL(2;
MAXQL,K,AUQL;III;JJJ

PTY(4)sPTY(5)
TPT(4) 5 TPT(S)
SNC(4) 5 SNC(S)
RNC(4) s RNC(S)

pTY(2),PTY(3)s
TPT(2)s TPT(3)s
GNC(2),SNC(3)s
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5025

5026

8000
8005

8010
8020
8030
80s0
8060
8070
8075
80840
8085
8050
g100
8200
8210

gaz2¢e

8300

pg 5025 1=1,200

IF (MLCI>.EQ.0) GOTO S0
NUM:ML(I)
THRU=TMT (1) /NUM

25

WRITE (2,8200) I,MLCI), TMTCI), THRU

TK=1

F=F+NUM

FX=FX+NUMx*TK
CONTINUE.
XMEAN=FX/F

WRITE (2,8300) F,FX,XMEAN

DO 5026 I=1,5

DO 5026 J=1,10
PUSE(I,J)=C¢(TPROCCI,J)/L
WRITE (2,8210)

cALL R10<¢10, TPROC)
WRITE (2,8220)

cALL R10(10,PUSE)
STOP

WRITE (2,99108)

STOP

WRITE (2,9800)

STOP

FORMAT(I)
FORMAT(216)
FORMAT(216,F20.9)
FORMAT(SI10)
FORMAT(42X,616,2F14.9)
FORMAT(5F20.9)
FORMAT(F8.2,13,13,13)
FORMATCIS,F20.9)
FORMAT(F14.8)
FORMAT(5X.3112)
FORMAT(1118)
FORMAT(21652F14+9)

FORMAT(C1HO0,S5X, ' TOTAL PROCESSOR
FORMAT(C LHO0, 5X, ' TOTAL PROCESSOR TI
X'0F TIME AVAILABLE")

FORMATC(1HO0, 5%, "' F ="

- X? MEAN PACKET LENGTH

90160
9020
9105
9110
9111
9112
9114
9115
9116
9117
9600
9610
9620
96390
9700
97092
9800
S91¢

FORMAT(1H1, 5X, ' CUMULATI
FORMAT(1H1,5X, "RUN NUMB
FORMATC(1H »F5.3,13,14,F

FORMAT(//, 5X, *NODES OPERATIV
FORMAT(//,SX,*DIST OF TYPES
FORMAT(//,5X, ' TIME T0 THRUP

FORMAT(//» 5X, *DIST OF M
FORMAT(5X, ' AND MEAN TIM
FORMAT(//,5X,*DIST OF S
FORMAT(//,5X,'DIST OF R

GSIM)*100.0

:Fgol)' FX ="'

= ',F8.1)

VE FREQUENCY

TIME USED")
ME USED AS %' »

2F8e 1y

CURVE MEAN 1'»/)

ER 3'316:5X)'IAR =')F10°6J//)
8-0;1014:16:414;216)

ESS PAS

E ='5515+/7)

OF PACKETS PASSED'»//)

UT TYPE OF PACKET'»//)

SED OF LENGTH | = 100')

E TO THRUPUT';//)
ENDING NODES's//)
ECEIVING NODES's//)

FORMAT(//,' PTY =',516)

FORMATC(//,' TPT =1,5F12+9)

FORMAT(//»' SNC ='»,516)

FORMAT(//»' RNC =1,516,// .

FORMAT(//,SX, "END OF SIMULATION géf’lgl’

FORMAT(5X, 'NEXT LOCP EXESSTSgNY’PACKETS
- T

FORMAT(//, 5X, * DANGER 100 T TABLES GON

FORMAT(//» 5Xs " DANGER =
END

IN SYSTEM')
E HAYWIRE®)
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1105

20449

20849

2099

2030

2035

2085

2079

270
SUBRDUTI NE DINPUT(N,LK,NET,NETB,NPLR
NCL
XNBUF 1,CBUF1,H,HPLR,HCLR, HOSTS,HOSTC, ;-INU: ?I;{?Egg’lguggéﬂ
4 »

CNTP» CHECK, HPBI, HCBI, MMR, SNET, NSP, BR
Kt MLM, MNGN, HCF, BITS, HARD, 11, ST17 oo RUNKD,
INITIALISE SYSTEM _

INTEGER NODE(S)>LK(5),H(S5),NET(5,5),NETB(S5,5)
XSNET(SJS)QNSSEI(S)5):NBUFI(5:3):CBUFI(5:3): ’
XHOSTC(S,» SY» STS(S,5),BU(S),HPB
CHCF(25) 105,5,3),HCBI(5,5,3),

REAL NPLR( S»5),NCLR(5,5),NSP(5,3),HPLR(5,5),
XHCLR(S» 5),HNU(S, S),LINEC(S55,5),HLR(5,5),BRN(5),
XBRP(S:IU)JBBM(SJIU):STI(“]:-Q)

INTEGER NH., RUNNQO ., BR,MSM,MLM,MNGN, FREQ

REAL LGSIM, PKLGH, CHECK, XLINEC,HHC,P,BITS,CNTP,
XHARD)MMR) TI,E1,E2,AAS, TT ’

READ (1,8040) RUNNO
READ (1,8010) N
IF (N.GT.5) GOTO 2100
pO 1105 I=1,N
BUCI)=1

CLEAR ARRAY

DO 2030 I=1,N
DO 2040 J=1,5
NETC(I1,J)=0
SNET(I,J)=0
NETB(1,J)=0
NPLR(I»J)=0.0
NCLR(I,J)=0.0
HPLR(1,J)=0.0
HCLR(I,J)=0.0
HOSTS(1,J)=0
HOSTC(I,J)=0
HNUC1,J)=040
NODEI(I,»J)=0
CONTINUE

DO 2680 J=1,10
BRP(1,J)=0.0
BRM(1,J)=0.0
CONTINUE

DO 2090 I1=1,10
DO 2090 J=1,2
STIC(1,J)=0.0
NODECI)=0
LK(I)=0

H(I)=0
BRN(I)=0.0
CONTINUE

DD 2035 1=1,25
HCF(1)=0

DO 2085 1=1,N
DO 2085 J=1,5
DO 2085 K=1,3
HPBI(I,JsK)=0
HCBI(I,JsK)=0
DO 2070 I=1,5
DO 2070 J=1,3
CBUFI(I, J)=0
NBUFI(I,J)=0



2110

1095

1115

1090

1080

1085

1082

1120

1150
1130

1154
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pO0 2110 I=1,N

po 2110 J=1,3

NSP(1,J)=0.0

IF (NeGT«1) GOTO 1095

NODEC1)=1

GOTOD 1082

DO 1080 I=1,N

READ (1,80103 LKC(I)

LK(1)> HOLDS NO OF LINES FROM NDDE I

LKKK=LK(I)

DO 1090 J=1,LKKK

READ (1,8090) NETC(I,J),LINECCI,J)
K=NET(I,J)

NETB(C1, J)=BUWK)
BUCK)=BU(K)+1

CONTINUE

NODEC(ID=1

CONTINUE

DO 1085 I=1,N

L=LK(I)

DO 1085 J=1,L

II=NETC(I,J)

JJ=NETB(1, J)

SNETCII,JJd)=1

INITIALISE NODE ATTRIBUTES
DO 1120 1=1,N ‘

READ (¢1,8020) NODEICI,1)
READ (1,8020) NODEI(I,2)
READ (1,8850) NODEICI,»3)
READ (1,8100) NSP(I,1)

READ (1,8100) NSP(I,2)
CONTINUE

INITIALISE HOST ATTRIBUTES
NH=0

DO 1130 I=1,N

READ (1,8010) HCI)

IF (HCI).GT.5) GOTO 2200
NH=NH+HCI)

TOTAL NO OF HOSTS

IH=H(1)

DO 1150 J=1,1IH

READ (1,8096) HLR(I,J)

READ (1,8060) HOSTS(I»J)
READ (1,8050) HOSTC(I,J)
READ (1,8080) HNUCI,J)
CONTINUE

CONTINUE

READ (1,8230) LGSIM
READ (1,8260) BITS
READ (1,8270) PKLGH
READ (1,8260) CNTP
STORE TIME REQD TO ACCE
DO 1154 I=1,N
P=NODEI(I, 3)
NODEI(I, 3)=P/PKLGH
HHC=NSP(I,2)
NSP(I,2)=HHC*PKLGH
NSPC1,3)=HHC*CNTP

S PACKET IN NSP



1155

1165

1135

1145

4400

9720

9740

9750

pg 1155 I=1,N

K=LK(I)

pg 1155 J=1,K
NCLR(I:J)=(CNTP*BITS)/LINEC(I,J)
NPLR(I,J)“(PKLGH*BITS)/LINEC(I,J)
pg 1165 I=1,N

K:H(I) )

DO 1165 J=15K
HPLR(¢I»J)=(PKLGH*BITS)/HLR(I, )
HCLR(I,J>=(CNTP*BITS)/HLR(I, J)
pO 1135 I=1,N

K=H(I)

DO 1135 J=1,K N
HHC=HOSTC(I,J) .
HPBIC1,dJs 1)=HHC/PKLGH
HCBI(1,Js 1)=HHC/PKLGH

DO 1145 I=1,N

P=NODEI(I1,2)

HHC=NODEI(I,» 3D

CBUFIC(CI, 1)=PxHHC
NBUFI(1I,1)=P*HHC

READ (1,8235) CHECK-

READ (1,8235) HAKRD

READ (1,8266) TI

READ (1,8030) MSM

READ (1,8030) MLM

READ (1,8266) MMR

READ (1,8030) MNGN

GENERATE CUM FREQ CURVE FOR GENERAtnm HDSTS
ISUM=0

E1=000

AAS=32767.0

DO 4400 I=1,NH

TT=1

E2=1.0-EXP(-TT/MNGN)
FREQ=INT((E2-E1)*AAS)
ISUM=1SUM+FREQ

HCF(1)=1SUM

El=E2

READ (1,8010) BR

IF (BR.EQ.0) GOTO 9700

READ (1,9001) ILT

IF (1.EQ.0) GOTO 9740

BRN(I)=T

GOTO 9720

READ (1,9002) I1,J,T

IF (1.EQ.0) GOTO 9750

BRP(I,J)=T

GOTD 9740

READ (1,9002) I1,J»T
IF (I1.EQ.0) GOTO 9700
BRM(I,J)=T

GOTO 9750
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9700

9705

9760

2100

2200

8010
8020
8030
8040
8050
8060
8070
8089
8090
8095
8096
8100
8220
8239
8235
8240
8259
8260
8265
8266
8267
8279
9000
9001
9002
93190
93290
9340
9399
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1=1

READ (1,8267) STICI, 1)

IF (STICI,1)-EQe0.0) GOTO 9765
READ (1,8266) STICI,2)

IF (1.EQ.10) GOTO 9760

[=1+1

GOTO 9705

QUTPUT NETWORK CONFIGURATION DATA

CALL PAT(N,LK,NET,NETB,NPLR,NCLR,NODE,NQDE],

XNBUF I, CBUF I, H, HPLR, HCLR, HOSTS, HOSTC, HNU, NH, LGS IM, PKLGH,
XCNTP, CHECK, HPBI,HCBI,MMR, SNET,NSP, BR, BRN, BRP, BRM, RUNNO, -
XM SMsMLM, MNGN, HCF,BI TS, HARD, TI, STI)

WRITE (2,9340) -

CALL RS5S(N,LINEC)

WRITE (€2,9390)

CALL RS(N,HLR)

RETURN

WRITE (2,9310)

RETURN

WRITE (2,9320)

RETURN ‘

FORMAT(I1)

FORMATC(I2)

FORMAT(I3)

FORMAT(I4)

FORMAT(IS)

FORMAT(16)

FORMAT(SIS)

FORMAT(F4.2)

FORMAT(I1,F9.0)

FORMAT(F6.0)

FORMAT(F9.0)

FORMAT(F10.9)

FORMAT(F7.1)

FORMAT(F7.3)

FORMAT(F9.5)

FORMAT(F6.1)

FORMAT(F4. 1)

FORMAT(F3.0)

FORMAT(F 4. 0)

FORMAT(F8.6)

FORMAT(F6.3)

FORMAT(FS.0)

FORMAT(S5F8.2)

FORMAT(I1,F4.2)

FURMAT(IIJIQJFQ?B) D',//)
FORMAT(//, 5X, ' ERROR - MAX © ngméégg PERMITTED's//)
FORMAT(//, 5X, ' ERROR - MAX S HDSTsz‘ or
FORMAT(//, 5X, *LINE CAPACITY EBAU? ’
FORMAT( //, 5X, 'HOST LINE RATE'-//
END
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SUBROUTINE PAT(N,LK,NET;NETB, NPLR, NC

L
«NBUF 1, CBUF 1, Hs HPLR, HCLR, HOSTS, HQ s}c,aﬁﬁmgf’ NaoEL,
XCNTP» CHECK, HPBI, HCBI, MMR, SNET, NSP, BR, BRN B’LGSIM'M‘GH’
XMSM»MLM, MNGN» HCF» BITS, HARD, T1, STI) » BRF, BRM, RUNND,

INTEGER NODE(S5),LK(5),H(5),N ’
XNUDEI(S,5):NBUFI(5,3),CBUFI(gfgjgé’sl'qrg?i(?)&’SNET(S,S)’
CHOSTS(5»5) s BUCS), HPBICS, 5,3),HCBI(5, 5, 3) PHCF(ES),
"2EAL NPLR(5,5)»,NCLR(5,5),NSP(S,3),HPLR(S, 5)

KHOLR(5» 5 » HNUC5, 5) ,LINEC(5, 5, HLRC5, 5), BRN( 5)
XBRP(S5, 1075 BRM(5, 100, STI(10,2) ’
INTEGER NH,RUNNO, BR,MSM,MLM, MNGN

REAL LGSIM»PKLGH, CHECK, XLINEC, HHC, P, BITS, CNTP,

" XHARD,MMR, T1

4042

1160

1170

QUTPUT NETWORK CONFIGURATION DATA

WRITE (2,9290) RUNNOU
WRITE (2,9300) N
WRITE (2,9310) LGSIM
WRITE (2,9315) BITS
WRITE (2,9320) PKLGH
WRITE (2,9321) CNTP
WRITE (€2,9325) CHECK
WRITE (2,9326) HARD
WRITE (2,9317) Tl
WRITE (2,9324) MMR
WRITE (2,9322) M3M
WRITE (2,9323) MLM
WRITE (2,9938) MNGN
WRITE (2,9232)

DO 4042 I=1,NH :
WRITE (2,9006) I,HCF(I)
WRITE (2,9330)

CALL OS(N,NET)

WRITE (2,9335)

CALL O5(N,NETB)
WRITE (2,9337)

CALL 0OS(N, SNET)
WRITE (2,9345)

CALL RS5(N,NPLR)
WRITE (2,9348).

CALL RS(N,NCLR)
WRITE (2,9350)

DO 1160 I=1L,N

WRITE (2,8050) NODE(D)
CONTINUE

WRITE (2,9360)

DO 1170 I=1,N

WRITE (2,8050) LK(D)
CONTINUE

WRITE (2,9370)

WRITE (2,9371)

WRITE (2,9372)

WRITE (2,9373)

WRITE (2,9374)



1191

1190

2010

e02s

9490

2400

8050
8065
8075
8210
9003
9004
9005
9006
929
9300
9310
9315
9329
9321
9317
9322
9323
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cALL 05(N,NODEID)

WRITE (2,9375)

po 1191 I=1,N

WRITE (2,8210) I,NSPCI, 1) ,
YRITE (259380 sNSPCI,2),NSP(I;3)
5o 1190 I=1,N

YRITE (2,8050) HCI)

CONTINUE

WRITE (2,9395)

cALL RS(N,HPLR)

WRITE (2,9398)

CALL RS(N,HCLR)

WRITE (2,9400) )
CALL OS5(N,HOSTS)

WRITE (2,9410)

CALL O0S(N,HOSTC)
WRITE (25,9430
CALL RS5(N,HNU)
WRITE (2,9440)

‘po 20168 I=1,5

WRITE (258065) NBUFIC(I,1)
WRITE (2,9450)

- DO 2020 I=1,LN

WRITE (2,8075) HPBI(I,1,1),HPBI(I,2,1),

XHPBI(I:B:1),HPBI(I;4;1):HPBI(I:5,1)

WRITE (2,9810) »
DO 9490 I=1,5 »
WRITE (2,9003) BRN(I)
WRITE (2,9828)

' CALL R10C10,BRP)

WRITE (2,9830)

CALL R10¢10,BRM)

WRITE (2,9835)

WRITE (2,9836)

DO 2400 I=1,10 -

WRITE (2,9005) STI¢(I,1),STI(I,2)
RETURN

FORMATCIS)

FORMAT(S5X, 16)

FORMAT(5X,515)
FORMAT(I110,3F15.9)

FORMAT(F18.9)

FORMAT(11110)
FORMAT(5X,2F10.3)
FORMAT(5X,2110)

FORMAT(C 1H1,5X, "RUN NO =',18)
FORMAT(//,5X, 'NO OF NODES = B
FORMAT(//» 5X, 'LENGTH OF SIMULATION = irsh)
FORMAT(//,5X, ' WORD LENGTH = 1
FORMAT(//» 5X, ' PACKET LENGTH
;DRMAT(//,SX,'CDNTRDL PA%%SSIT o .
ORMAT(//,5X, ' TRAFFIC IN - s = "'s1
FORMAT(//, SX, "MEAN NO OF PKTS e Sggngiii = '516)
FORMAT(//, S5X, *MEAN NO OF PKTS IN L

=



9938
9232
9324
9325
9326
9330
9335
9337
9345

9348

9350
9360
93710
9375

93840
9395

9398

9400
941490
94390
9440
9450
9371
9372
9373
9374
9460
98190
98210
98340
9835
9836

FORMATC(/ /55X,
FORMAT(//5 5%,
FORMAT(/ /s 5%,
FORMAT(/ /55X,
FORMAT(/ /55X,

" FORMAT(//»5X,

FORMAT(/ /55X,
FORMAT(//, 5%,

FORMAT(//,5%»
X'FOR ONE PKT(SECS)',//)

FORMAT(//, 5%,

FORMAT(/ /53X,

FORMAT(//,5X,"

FORMAT(/ /55X,
FORMATC(/ /55X,

FORMAT(//, 5%,
FORMAT(/ /55X,

FORMATC(//, 55X,

FORMAT(C/ /s 5%,
FORMAT(//55X,
FORMAT(/ /55X,
FORMAT(//55X,
FORMATC(//55Xs
FORMATC(/ /s 5%,
FORMAT(/ /55X,
FORMAT(/ /55X,
FORMATC(/ /5, 5%,
FORMAT(/ /55X,
FORMAT(C(/ /55X,
FORMATC(/ /5 5%,
FORMATC(/ /55X,
FORMAT(//,5X»
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'MEAN NO OF GENERATING HOSTS =',16)
'GENERATING HOST CUM FREQ',//)

'MESSAGE MIX RATIO (SHORT/LONG) = ',FS5.3)
'EPOCH FREQUENCY OF CHECK = ',F9.5,*' SECS")
'EPOCH FREQUENCY OF HARD COPY = ',F9.5,' SECS*'>
*NET'»>//)

*NETB'»//)

'SNET*»/7/)

*NODE LINE TRANSMISSION TIME °*,

*NODE LINE TRANS TIME FDR ONE ',

X'CONTROL PACKET(SECS)',//)

‘NODE'»//)

LK's77)

'NODEI")

'NODE I PROC SPEED PKT SPEED 'y

X' CONTROL PACKET SPEED',//)

'NO OF HOSTS ON EACH NUDE*://)
*HOST LINE TRANSMISSION TIME °’,

X'FOE ONE PACKET(SECS)',»//)

'HOST LINE TRANS TIME °*,

X'FOR ONE CONTROL PACKET(SECS)',//)

*HOST M/C SPEED',//) ,
*HOST M/C CAPACITY FOR PKT STORAGE',//)

*HOST NETWORK UTILISATION',//)

*NODE PKT CAPACITY',>//)

'*HGOST PKT CAPACITY'»>//)

*NO OF PROCESSORS')

*NO OF MEM UNITS®*)

*MEM UNIT CAPACITY IN PKTS')

*TOTAL SIZE OF MEM IN PACKETS',//) ,
'IF BRKEAKDOWN REQUIRED INPUT 1 ELSE INPUT 0')
'*NODE BREAKDOWN TIMES',//)

' PROCESSUOR BREAKDOWN TIMES',//)

'MEMORY BREAKDOWN TIMES',//)

*STEP TRAFFIC INTENSITY ',//)

FORMAT(5X, ' TIME CHANGE NEW TRAFFIC INTENSITY',//)

END



3000

53090

54090

5200

5100

5050
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SUBROUTINE TRANS(PKT, TPIN,K,VEC,NREC», TIME, PTY, TPT,
XTIN,ML, TMT» SNC,RNC)

RECORD PKT STATISTICS AND REMOVE PKT FROM SYSTEM

INTEGER PKT(500,5),VEC(9),PTY(5),ML(200),SNC(5),RNC(5)
REAL TPT(5),TIN(25,25), TMT(200), TPINCS500,2)

INTEGER S, D, TYPE

REAL TIME, TI,TO

DO 3600 I=1,5

VECCI)=PKT(K,1I)

PKT(K, I)=0 .

CONTINUE

TI=TPINCK, 1)

TO=TPIN(K,2)

TPINCK,1)=0.0

TPIN(K,2)=0.0

NREC=NREC+!

RECORD PACKET STATISTICS

TYPE=VEC(3)+1

PTY(TYPE)=PTY(TYPE)+1

TYPE OF PACKET PASSED

IF (VEC(3).NE.0) GOTO 5300
TPT(TYPE)=TPT(TYPE)+ TO-TI

GOTO 5400

TPTCTYPE)=TPT(TYPE)+ TIME~TI

TIME TO THRUPUT TYPE OF PACKET

IF (VEC(3).NE.1) GOTO 5200

I=VEC(1)-100

J=VEC(2>-100

SNC(I)>=SNC(I>+1

RNCCJ)=RNC(J)+1

RECORD SENDING NODE AND RECEIVING NODE
IF (VEC(3).NE.0) GOTO 5050

S=VEC(1) 7
D=VEC(2)

IF C(VEC(4).NE.l1> GOTO 5100

IF FIRST PACKET OF MESS RECORD TIME IN SYSTEM
TINCS,D)=TI :
IF (VEC(4).NE.VEC(S)) GOTO 5050

IF EQUAL WHOLE MESS THRUPUTTED

L=VEC(5)

MLCL)=ML(L)+1

RECORD LENGTH OF PACKET
TMTC(L)=TMTC(L)+TO-TIN(S>D)

TINCS,D)=0.0

RECORD LENGTH OF TIME TO THRUPUT MESSAGE
RETURN

END
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SUBROUTINE OS(N, ANNA)
INTEGER ANNA(S,5)
DO 2000 I=1,N
WRITE (2,8000) I,ANNACI,1),ANNACI,2),ANNACI,3),
4 XANNAC(I»4),ANNACI, S)
2000 CONTINUE
RETURN
8000 FORMATC(1H ;5X:'NDDE':IE;SIIO)
END

SUBROUTINE 010(M, ANNA)
INTEGER ANNAC(S, 10)
WRITE (2,7000)
DO 2000 I=i,M
WRITE (2,8000) I,ANNAC1,I),ANNAC(2,1),ANNA(3,1),
XANNAC(4,1),ANNACS, 1)
2008 CONTINUE ’ .
RETURN ' \
7008 FDRMAT(1H0:12X:'NDDEI':SX;'NUDE2':SX:'NDDE3'
X5X, 'NODE4"* ,5X, 'NODES'»//)
800080 FORMAT(IH ,5X,12,5110)
END

SUBROUTINE 050(M, ANNA)
INTEGER ANNA(5,50)
WRITE (2,7000)
DO 2000 I=1,3
WRITE (2,8000) I,ANNA(1,I)>,ANNAC2,1),ANNAC3,1),
XANNAC(4, 1), ANNACS,I)
2000 CONTINUE
DO 3000 I=48,50
WRITE (2,8000) I,ANNAC1,I),ANNAC(2,1),ANNA(3,1),
XANNAC(4,1),ANNA(S, 1)
3000 CONTINUE
RETURN
7000 FORMAT(1H!,12X,*'NODE1l',5X, *NODE2"',5X, *"NODE3",
XS5X, *NODE4"', SX, *"NODES',//)
8000 FORMAT(IH ,5X,12,5I10)
END
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SUBROUTINE RS(N, ANNA)

REAL ANNA(S5,5)

DO 2000 I=1,N

WRITE (2,8000) I,ANNAC(I,1),ANNACI,2),ANNACI,3),
XANNACI» 4), ANNACIS S)

CONTINUE

RETURN

FORMAT(C1H ,5X, 'NODE',12,5F20.9)

END

SUBROUTINE R10(M, ANNA)

REAL ANNA(5, 10)

WRITE (2,7000)

DO 2000 I=1,M

WRITE (2,8000) I,ANNAC1,1),ANNAC2,I),ANNAC3,1),
XANNA(4, 1), ANNACS, 1) ' .
CONTINUE

RETURN

FORMAT(1HO, 16X, "NODE1"', 13X, 'NODE2', 13X, *NODE3",

X13X, *NODEA4', 13X, "NODES'»//)
FORMATC(IH ,5X,1I2,5F18.9)
END
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SUBROUTINE SUBS(NMG,H,II1,JJ)
c GIVEN ADDRESS CODE RETURNS NODE AND HOST NO

INTEGER H(S)
JJ=NMG
DO 3000 II=1,5
IF (JJ.LE.H(II)>) GOTC 3010
JJd=JJ=-H(II1)
30008 CONTINUE
3010 RETURN
1000 FORMAT(//,5X,'ERROR - ADDRESS CODE > NO OF HOSTS',//)
END :

SUBROUTINE ISUBS(NMG,H,II,dJJ)
c GIVEN NODE AND HOST NO RETURNS ADDRESS CODE

INTEGER H(5)
IF (CII.NE«0)«ANDe(JJsNE.0)) GOTO 3010
WRITE €2,4000)
STOP .
3010 IF (JJ.LE.HCII)>) GOTO 3020
WRITE €2,34) II,JJ,HCII)
34 FORMATC*I1=',16,'JJ=",16,16)
WRITE ¢2,5000)
. STOP
3020 NMG=0
KK=11-1
I=1
3030 IF (I1.GT.KK) GOTO 3000
NMG=NMG+H(¢I)
I=1+1
GOTO 3030
3000 NMG=NMG+JJ
RETURN , :
4000 FORMAT(//,5X,'ERROR - ONE OF SUBSCRIPTS ZERO',//)
5000 FORMAT(//,5X,'ERROR - SUBSCRIPT OUT OF RANGE',//)
END
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SUBROUTINE RANDCA,B, SUM)
INTEGER OP(10),AC16),B(14)
INTEGER C»D,E,F,SUM

REAL R

EVALUATES NEW BITS FOR CHAINCODES AND SHIFT
C=MOD2(CA(8),AC15))

DO 10 I=1,14

1I=16-1

JJ=15=-1

ACIId)=ACJd)

CONTINUE

AC1)=C

D=MOD2(B(13),B(4))
E=MOD2(B(3),D)
F=MOD2(B(1),E)

DO 20 1=1,12

1I=14-1

JJ=13-1

BCII)=B(JJ)

CONTINUE

B(1)=F

PICK-0OFF TEN BIT WORD FROM CHAINCODES USING
MODULO-2 ADDITION
OPC1)=MOD2CAC1),BC(7))
OP(2)=MOD2CAC3),BC(11))
OP(3)=MOD2(AC5),B(9))
OPC4)=MOD2CACT7)sBC13))
OP(5)=MOD2CAC9),B(12))
OP(6)=MOD2¢CAC11),BC10))
OP(7)=MOD2CAC13),B¢(8))
OP(8)=MOD2(A(15),B(6))
OP(9)=MOD2CAC10),B(5))
OP(108)=MOD2CA(6),B(3))

SUM THIS WORD INTO DECIMAL FORM
SUM= 0 : : '
DO 30 I=1,10
SUM=2%xSUM+0P(1)

- CONTINUE

SUM IS THE RETURNED RANDOM NO IN RANGE § - 1023
RETURN
END

FUNCTION MOD2C1,J)

PROVIDES MODUL(O-2 0OR HALF ARITHMETIC
REQUIRED BY RAND AND GEN

K=I+dJ

IF (K.NE.2) GOTO 1l¢8
K=0 ’

MOD2=K

RETURN

END
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SUBROUTINE GENCA,B,C,D, SUM)
INTEGER 0OP(15),A¢21),B(21),C(21),D(21)
INTEGER SUM»15JsKsL,M,E,F5GsH

EVALUATE NEW BITS FOR CHAINCODES AND SHIFT
L=MOD2CAC8),AC15))
G=MOD2C¢CC(7),C(15))

DO 1000 I=1,14

I1I1=16-1

JJd=15-1

ACIIN=ACJd)

CCIIN=CCJJ)

ACl)=L

CCl1)=G
M=MOD2(B(13),B(4))
E=MOD2(B(3),M)
F=MOD2(B(1),E)
H=MOD2¢(D(¢11),DC10))

DO 2000 I=1,12

II=14-1

JJd=13~1

BCII)=BC(JJ)

DO 3000 I=1,10

II=12-1

Jd=11-1

DCIID)=DCJJ)

B(1l)=F

D(1)=H _
gP(C1)>=MOD2CAC1),D(3))
OP(¢2)=MOD2(B(13),C(9))
OP(3)=MOD2CAC14),B(3))
OPC4)=MOD2CB(11),DC11))
OP(S)»=MOD2CACS5),CC1))
OP(6)=MOD2C¢C(15),BC8))
QP(7)=MOD2(B(6),D(7))
OP(8)=MOD2CAC3),C(3))
OP(9)=MOD2CCC7)>DC1))
OPC10)=MOD2CACT)I,R(5))
OP(11)=MOD2¢CC13),D(5))
OP(12)=MOD2¢(D(9),AC12))
OPC13)=M0D2¢(B(1),C(5))
OP(14)=M0D2CAC9),C(11))
OP(C15)=MOD2¢(D(2),BC10))
CONVERT TO DECIMAL FORM
SUM= 0

DO 4000 K=1,15

SUM= 2% SUM+0P(K)

RETURN

END
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SUBROUTINE ALLOCCI,FFL,PNE,P,0CC, TPROC)

ELSE RETURH NULL PRDCPSSDR

INTEGER PFL(S5,10)
REAL PNE(5,10), TPROC(S,10)

REAL 0OcCC -
INTEGER P ‘

P=PFL(1,1)

GET A PROCESSOR FROM NODE I FREE LIST
IF (P.NE.G) GOTC 1000

RETURN :

PNECI,PY=0CC

SET PROC BUSY FOR OCC SECS

~DD CUMULATIVE TIME OF PROCESSOR USAGE
TPROCCI,P)=TPROC(1.,P)+0CC

NOW SHIFT QUEUE UP

DO 20006 J=1,9

FFLCI, )= Prch,d+1>

PFLCI>10)=0

RETURN

- END

SUBROUTINE NPR{I,NI,HNE,TRY)
GIVES TIME NEXT PROCESS RELEASED

REAL HNE(55,10)

REAL TRY

TRY=1.0

DO 1000 K=1,N1 :

IF (HNECIsK)-EQe040) GOTO 1000
IF (BENE(I,X)-GE.TRY) GOTO 1000
TRY=HNEC(I.,K)

CONTINUE

IF (TRY.NE«.1.0) GOTO 2008
TRY=0.0000001

RETURN

END
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SUBROUTINE PROCC(I,PORD,UPRP,NPROC, PFL, PNO)
GIVES NEXT PROCESS TO BE EXECUTED

INTEGER PORD(5,5), UPRP(S)
INTEGER PNO,PFL

IF (PNO.EQ.4) GOTO 5000
ALL PROCESSES FOR NODE I COMPLETED GOTO NEXT NODE
NPROC=UPRP(1)

IF (PFL.EQ.0)> GOTO 10080
DO 2000 J=1,3
UPRP(J)=UPRP(J+1)

PORDCI, J)=UPRP(J)
UPRP(4)=NPROC
PORD(I,4)=NPROC

GOTO 3008

DO 4000 J=1,3
UPRP(J)=UPRP(J+1)
UPRP(4)=NPROC

PNO=PNO+1

RETURN

NPROC=5 _
GOTO NEXT NODE !
RETURN

END

SUBROUTINE CHOP(CUM, TOTAL, CLASS)
BINARY SEARCH OF CUMULATIVE FREQUENCY TABLE

INTEGER TOTAL,CLASS
INTEGER CUM(600)

IF (TOTAL.GE.32316) GOTO 5000
CLASS=256

11=256

DO 2000 K=1,8

I1=11/2 :

- IF (TOTAL.GT.CUMC(CLASS)> GOTO 3000

IF (TOTAL.GT.CUM(CLASS~1)) GOTO 4000
CLASS=CLASS-11

GOTO 20890

CLASS=CLASS+11

CONTINUE

GOTO 4000

DO 6000 CLASS=512,579

IF (TOTAL.LE.CUM(CLASS)) GOTD 4000
CONTINUE

RETURN

END

FINISH
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APPENDIX III

This section contains the Autocorrelation and Spectral Analysis

program.
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AUTOCORRELATION AND SPECTRAL ANALYSIS
REAL TC101),SC101),FC101),G¢101),CC101),X¢10000)
REAL W(101),RC101),LC101),UC101)

REAL RR,CP,FP,GP, SP, TP, PI,PP, QQ,MM
INTEGER P,Z,Q

INTEGER COUNTR, CTQL

READ SAMPLE SIZE

READ (1,8050) N

READ TIME LAG M

READ (1,8050) M

M=M+1

MM=M

P=1

DO 4000 J=1.,M

T(JI)=0

SCJy=90

L(P)=0.0

C(Jid)=0

SUM:D.O

SS5=0.0

READ SAMPLES INTO X

DO 4010 J=1,N

READ (1,8010) COUNTR, TIME,CTQL
X(J)=CTQL

SUM=SUM+X(J)

SS=5S+X(J)*xX(J)

CONTINUE

CALCULATE MEAN AND STANDARD DEVIATION
XN=N

SUM=SUM/XN ,
SS=SQRT(SS/XN-SUM*SUM)
NORMALISE DATA

DO 4015 I=1,N
XK(JI)=(X(JI)-SUM>/SS

WRITE (2,8001) SUM,SS

FORMAT ¢ * SUM = ',F8.4,' SQUARE = ',F8.4)
DO 4020 I=1,N

T(PIY=T(PY+X(1)

S(PIY=S(PY+X(I)*X(I)

F(P)=T(P)

G(PY=S(P)

DO 4030 P=2,M

Z=N-P+2

T(P)=T(P=-1)=X(P=1)

F(P)=F(P-1)-X(Z)
S(P)=S(P=-1)=-X(P=-1)%X(P=1)
G(PIY=G(P-1)=-X(Z)*xX(Z)

DO 4040 P=1,M

J=N=-P+1

DO 4050 I=1,d

K=I+P-1
C(PY=C(PY+X(I)*xX(K)
CALCULATE AUTOCOVARIANCE
W(P)=C(P)

RR=N-P+1

W(P)=W(P)/RR
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CALCULATE AUTOCORRELATION COEFFICIENT
CP=C(P)

FP=F(P)

GP=G(P)

SP=S(P)

TP=T(P)
R(P)=(RR*CP-FP*TP)/(SQRT(RR*GP-FP*FP)* SQRT ( RR* SP- TP*TP) )
CONTINUE _

PI=3.1415926

DO 4060 P=1,M

PP=P=1.0

K=M=-2

DO 4070 Q=1,K

QQ=Q : :
L(P)=L(P)+2.0%W(Q+1)*COSC(PI*PP*QQ)/(MM=~14+0))
L(PY=L(PY+W(1)+W(M)*COSCPP*PI)
UC1)=0e23%LC1)+0e54%L(1)+0.23%L¢2)

K=M=-1

DO 4080 P=2,K
UCP)=0.23%L(P=~1)+0.54%L(P)+0.23%L(P+1)
UCMI=0e23%kL(M-1)+0454%L (M) +0+23%L (M)

DO 4090 II=1,M

P=I1-1

WRITE (2,8100) P,T(II),F(II);S(II) GCII)>CCIID,

XWCIIILRCIIILLCIID,UCIT)

STOP

FORMAT(I9,F12.6,110)
FORMAT(I4)
FORMAT(1X,16,5F13.2,4F12. 4)
END



